Basic JavaScript

JavaScript provides eight different data types which are **undefined, null, boolean, string, symbol, bigint, number,** and **object.**

**VAR** can be overwritten:

var myName = “James”;

var myName = “David”;

/\* Result will be variable myName will have a value of David. \*/

Use **LET** instead (when you want the variable to change):

let myName = “James”;

let myName = “David”;

/\* This will cause an error – **GOOD**, u wont override myName by accident \*/

or **CONST** (when you want the variable to remain constant):

const myName = “James”;

**Increment (zwiększenie o 1):**

i++;

to samo co:

i = i + 1;

**Descrement (zmniejszenie o 1):**

i--;

to samo co:

i = i – 1;

**Addition (dodawanie): ESCAPE CHARACTERS:**

![](data:image/png;base64,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)myVar = myVar +7;

to samo co:

myVar += 7;

**Subtraction (odejmowanie):**

myVar = myVar - 5;

to samo co:

myVar -= 5;

**Multiplication (mnożenie):**

myVar = myVar \* 4;

to samo co:

myVar \*= 4;

**Division (dzielenie):**

myVar = myVar / 8 ;

to samo co:

myVar /= 8;

**Single and double quotes (when it’s already inside a quote):**

Escape characters: \’ \”

const goodStr = 'Jake asks Finn, "Hey, let\'s go on an adventure?" ';

**Arrays:**

const sandwich = ["peanut butter", "jelly", "bread"];

const teams = [["Bulls", 23], ["White Sox", 45]];  *multi-dimensional array*

**PUSH (dodaj na koniec):**

const arr1 = [1, 2, 3];

arr1.push(4, 5);

*arr1 now has the value [1, 2, 3, 4, 5]*

const arr2 = ["Stimpson", "J", "cat"];

arr2.push(["happy", "joy"]);

*arr2 has the value ["Stimpson", "J", "cat", ["happy", "joy"]]*

**UNSHIFT (dodaj na początek):**

const ourArray = ["Stimpson", "J", "cat"];

ourArray.unshift("Happy");

*After the unshift, ourArray would have the value ["Happy", “Stimpson”, "J", "cat"].*

**POP (usuń ostatni element):**

const threeArr = [1, 4, 6];

const oneDown = threeArr.pop();

console.log(oneDown);

console.log(threeArr);

*The first console.log will display the value 6, and the second will display the value [1, 4].*

**SHIFT (usuń pierwszy element):**

const ourArray = ["Stimpson", "J", ["cat"]];

const removedFromOurArray = ourArray.shift();

*removedFromOurArray would have a value of the string Stimpson, and ourArray would have ["J", ["cat"]].*

**Functions:**

function functionName() {

console.log("Hello World");

}

functionName(); *invoke the function*

function testFun(param1, param2) {

console.log(param1, param2);

}

testFun("Hello", "World"); *invoke the function*

function plusThree(num) {

return num + 3;

}

const answer = plusThree(5);

*answer has the value 8.*

*plusThree takes an argument for num and returns a value equal to num + 3.*

**Comparison operators:**

*The most basic operator is the equality operator (* ***==*** *).* *The equality operator compares two values and returns true if they're equivalent or false if they are not.* ***CONVERTS***

1 == 1 *// true*

1 == 2 *// false*

1 == '1' *// true*

"3" == 3 *// true*

*Strict equality (* ***===*** *) is the counterpart to the equality operator (==). However, unlike the equality operator, which attempts to convert both values being compared to a common type, the strict equality operator does not perform a type conversion.* ***DOESN’T CONVERT***

3 === 3 *// true*

3 === '3' *// false*

typeof 3

typeof '3'

*typeof 3 returns the string ‘number’, and typeof '3' returns the string ‘string’.*

*The inequality operator (* ***!=*** *) is the opposite of the equality operator. It means not equal and returns false where equality would return true and vice versa. Like the equality operator, the inequality operator will convert data types of values while comparing.* ***CONVERTS***

1 != 2 *// true*

1 != "1" *// false*

1 != '1' *// false*

1 != true *// false*

0 != false *// false*

*The strict inequality operator (* ***!==*** *) is the logical opposite of the strict equality operator. It means "Strictly Not Equal" and returns false where strict equality would return true and vice versa. The strict inequality operator will not convert data types.*

***DOESN’T CONVERT***

3 !== 3 *// false*

3 !== '3' *// true*

4 !== 3 *// true*

*The greater than operator (* ***>*** *) compares the values of two numbers. If the number to the left is greater than the number to the right, it returns true. Otherwise, it returns false.* ***CONVERTS***

5 > 3 *// true*

7 > '3' *// true*

2 > 3 *// false*

'1' > 9 *// false*

*The greater than or equal to operator (* ***>=*** *) compares the values of two numbers. If the number to the left is greater than or equal to the number to the right, it returns true. Otherwise, it returns false.* ***CONVERTS***

6 >= 6 *// true*

7 >= '3' *// true*

2 >= 3 *// false*

'7' >= 9 *// false*

*The less than operator (* ***<*** *) compares the values of two numbers. If the number to the left is less than the number to the right, it returns true. Otherwise, it returns false.* ***CONVERTS***

2 < 5 *// true*

'3' < 7 *// true*

5 < 5 *// false*

3 < 2 *// false*

'8' < 4 *// false*

*The less than or equal to operator (* ***<=*** *) compares the values of two numbers. If the number to the left is less than or equal to the number to the right, it returns true. If the number on the left is greater than the number on the right, it returns false.* ***CONVERTS***

4 <= 5 *// true*

'7' <= 7 *// true*

5 <= 5 *// true*

3 <= 2 *// false*

'8' <= 4 *// false*

*Sometimes you will need to test more than one thing at a time. The logical and operator (* ***&&*** *) returns true if and only if the operands to the left and right of it are true.*

*The same effect could be achieved by nesting an if statement inside another if.*

if (num > 5) {

if (num < 10) {

return "Yes";

}

}

return "No";

*This code will return Yes if num is greater than 5 and less than 10. The same logic can be written with the logical and operator.*

if (num > 5 && num < 10) {

return "Yes";

}

return "No";

*The logical or operator (* ***||*** *) returns true if either of the operands is true. Otherwise, it returns false.*

*The logical or operator is composed of two pipe symbols: (* ***||*** *). This can typically be found between your Backspace and Enter keys.*

if (num > 10) {

return "No";

}

if (num < 5) {

return "No";

}

return "Yes";

*This code will return Yes if num is between 5 and 10 (5 and 10 included). The same logic can be written with the logical or operator.*

if (num > 10 || num < 5) {

return "No";

}

return "Yes";

When a condition for an **if** statement is true, the block of code following it is executed. What about when that condition is false? Normally nothing would happen. With an **else** statement, an alternate block of code can be executed.

if (num > 10) {

return "Bigger than 10";

} else {

return "10 or Less";

}

If you have multiple conditions that need to be addressed, you can chain if statements together with **else if** statements.

if (num > 15) {

return "Bigger than 15";

} else if (num < 5) {

return "Smaller than 5";

} else {

return "Between 5 and 15";

}

Use the **switch** statement to select one of many code blocks to be executed. Any valid JavaScript statements can be executed inside a case block and will run from the first matched case value until a **break** is encountered.

*In a switch statement you may not be able to specify all possible values as case statements. Instead, you can add the* ***default*** *statement which will be executed if no matching case statements are found. Think of it like the final else statement in an if/else chain.*

**A default statement should be the last case.**

switch (num) {

case value1:

statement1;

break;

case value2:

statement2;

break;

...

default:

defaultStatement;

break;

}

If the break statement is omitted from a switch statement's case, the following case statement(s) are executed until a break is encountered. If you have multiple inputs with the same output, you can represent them in a switch statement like this:

let result = "";

switch (val) {

case 1:

case 2:

case 3:

result = "1, 2, or 3";

break;

case 4:

result = "4 alone";

}

*Cases for 1, 2, and 3 will all produce the same result.*

All comparison operators return a **boolean true or false** **value**. Since **===** returns **true** or **false**, we can return the result of the comparison:

function isEqual(a, b) {

return a === b;

}

**Objects:**

Objects are similar to arrays, except that instead of using indexes to access and modify their data, you access the data in objects through what are called properties.

Objects are useful for storing data in a structured way, and can represent real world objects, like a cat. Here's a sample cat object:

const cat = {

"name": "Whiskers",

"legs": 4,

"tails": 1,

"enemies": ["Water", "Dogs"]

};

In this example, all the properties are stored as strings, such as name, legs, and tails. However, you can also use numbers as properties. You can even omit the quotes for single-word string properties, as follows:

const anotherObject = {

make: "Ford",

5: "five",

"model": "focus"

};

However, if your object has any non-string properties, JavaScript will automatically typecast them as strings.

There are two ways to access the properties of an object: dot notation ( **.** ) and bracket notation ( **[]** ), similar to an array.

Dot notation is what you use when you know the name of the property you're trying to access ahead of time. Here is a sample of using dot notation ( **.** ) to read an object's property:

const myObj = {

prop1: "val1",

prop2: "val2"

};

const prop1val = myObj.prop1;

const prop2val = myObj.prop2;

*prop1val would have a value of the string val1, and prop2val would have a value of the string val2.*

The second way to access the properties of an object is bracket notation ([]). If the property of the object you are trying to access has a space in its name, you will need to use bracket notation.

However, you can still use bracket notation on object properties without spaces.

Here is a sample of using bracket notation to read an object's property:

const myObj = {

"Space Name": "Kirk",

"More Space": "Spock",

"NoSpace": "USS Enterprise"

};

myObj["Space Name"];

myObj['More Space'];

myObj["NoSpace"];

*myObj["Space Name"] would be the string Kirk, myObj['More Space'] would be the string Spock, and myObj["NoSpace"] would be the string USS Enterprise.*

Note that **property names with spaces** in them must be in **quotes** (**single or double**).

Another use of bracket notation on objects is to access a property which is stored as the value of a variable. This can be very useful for iterating through an object's properties or when accessing a lookup table. Here is an example of using a variable to access a property:

const dogs = {

Fido: "Mutt",

Hunter: "Doberman",

Snoopie: "Beagle"

};

const myDog = "Hunter";

const myBreed = dogs[myDog];

console.log(myBreed);

*The string Doberman would be displayed in the console.*

Note that we do not use quotes around the variable name when using it to access the property because we are using the value of the variable, not the name.

After you've created a JavaScript object, you can **update its properties** at any time just like you would update any other variable. You can use either dot or bracket notation to update.

For example, let's look at ourDog:

const ourDog = {

"name": "Camper",

"legs": 4,

"tails": 1,

"friends": ["everything!"]

};

Since he's a particularly happy dog, let's change his name to the string Happy Camper.

Here's how we update his object's name property: *ourDog.name = "Happy Camper";* or *ourDog["name"] = "Happy Camper";* Now when we evaluate ourDog.name, instead of getting Camper, we'll get his new name, Happy Camper.

You can **add new properties** to existing JavaScript objects the same way you would modify them. Here's how we would add a bark property to ourDog:

*ourDog.bark = "bow-wow";*

or

*ourDog["bark"] = "bow-wow";*

Now when we evaluate ourDog.bark, we'll get his bark, bow-wow.

We can also **delete properties** from objects like this:

*delete ourDog.bark;*

Objects can be thought of as a key/value storage, like a dictionary. If you have tabular data, you can use an object to **lookup values** rather than a switch statement or an if/else chain. This is most useful when you know that your input data is limited to a certain range.

Here is an example of an article object:

const article = {

"title": "How to create objects in JavaScript",

"link": "https://www.freecodecamp.org/news/a-complete-guide-to-creating-objects-in-javascript-b0e2450655e8/",

"author": "Kaashan Hussain",

"language": "JavaScript",

"tags": "TECHNOLOGY",

"createdAt": "NOVEMBER 28, 2018"

};

const articleAuthor = article["author"];

const articleLink = article["link"];

const value = "title";

const valueLookup = article[value];

*articleAuthor is the string Kaashan Hussain, articleLink is the string* [*https://www.freecodecamp.org/news/a-complete-guide-to-creating-objects-in-javascript-b0e2450655e8/*](https://www.freecodecamp.org/news/a-complete-guide-to-creating-objects-in-javascript-b0e2450655e8/)*, and* ***valueLookup*** *is the string How to create objects in JavaScript.*

To **check if a property on a given object exists or no**t, you can use the **.hasOwnProperty()** method. someObject.hasOwnProperty(someProperty) returns true or false depending on if the property is found on the object or not. Example:

function checkForProperty(object, property) {

return object.hasOwnProperty(property);

}

checkForProperty({ top: 'hat', bottom: 'pants' }, 'top'); *// true*

checkForProperty({ top: 'hat', bottom: 'pants' }, 'middle'); *// false*

*The first checkForProperty function call returns true, while the second returns false.*

Sometimes you may want to store data in a flexible Data Structure. A JavaScript object is one way to handle flexible data. They allow for arbitrary combinations of *strings, numbers, booleans, arrays, functions, and objects.*

const ourMusic = [

{

"artist": "Daft Punk",

"title": "Homework",

"release\_year": 1997,

"formats": [

"CD",

"Cassette",

"LP"

],

"gold": true

}

];

This is an array which contains one object inside. The object has various pieces of metadata about an album. It also has a **nested** formats **array**. If you want to add more album records, you can do this by adding records to the top level array. Objects hold data in a property, which has a **key-value format.** In the example above, **"artist": "Daft Punk"** is a property that has a **key of artist** and a **value of Daft Punk.**

**Note:** You will need to place a comma after every object in the array, unless it is the last object in the array.

**Loops:**

***while***

You can run the same code multiple times by using a loop. The first type of loop we will learn is called a **while loop** because it runs while a specified condition is true and stops once that condition is no longer true.

const ourArray = [];

let i = 0;

while (i < 5) {

ourArray.push(i);

i++;

}

*In the code example above, the while loop will execute 5 times and append the numbers 0 through 4 to ourArray.*

***for***

The most common type of JavaScript loop is called a **for loop** because it runs for a specific number of times. **For loops** are declared with three optional expressions separated by semicolons:

*for (****a****;* ***b****;* ***c****),* where **a** is the initialization statement, **b** is the condition statement, and **c** is the final expression.

**The initialization statement** is executed one time only before the loop starts. It is typically used to define and setup your loop variable.

**The condition statement** is evaluated at the beginning of every loop iteration and will continue as long as it evaluates to true. When the condition is false at the start of the iteration, the loop will stop executing. This means if the condition starts as false, your loop will never execute.

**The final expression** is executed at the end of each loop iteration, prior to the next condition check and is usually used to increment or decrement your loop counter.

In the following example we initialize with i = 0 and iterate while our condition i < 5 is true. We'll increment i by 1 in each loop iteration with i++ as our final expression.

const ourArray = [];

for (let i = 0; i < 5; i++) {

ourArray.push(i);

}

*ourArray will now have the value [0, 1, 2, 3, 4].*

A common task in JavaScript is to **iterate through the contents of an array.** One way to do that is with a **for loop.** This code will output each element of the array arr to the console:

const arr = [10, 9, 8, 7, 6];

for (let i = 0; i < arr.length; i++) {

console.log(arr[i]);

}

*Remember that arrays have zero-based indexing, which means the last index of the array is length - 1. Our condition for this loop is i < arr.length, which stops the loop when i is equal to length. In this case the last iteration is i === 4 i.e. when i becomes equal to arr.length - 1 and outputs 6 to the console. Then i increases to 5, and the loop terminates because i < arr.length is false.*

If you have a **multi-dimensional array**, you can use the same logic as the prior waypoint to **loop through both the array and any sub-arrays**. Here is an example:

const arr = [

[1, 2], [3, 4], [5, 6]

];

for (let i = 0; i < arr.length; i++) {

for (let j = 0; j < arr[i].length; j++) {

console.log(arr[i][j]);

}

}

*This outputs each sub-element in arr one at a time. Note that for the inner loop, we are checking the .length of arr[i], since arr[i] is itself an array.*

***do … while***

The next type of loop you will learn is called **a do...while loop**. It is called a **do...while** loop because **it will first do one pass of the code inside the loop no matter what**, and then continue to run the loop while the specified condition evaluates to true.

const ourArray = [];

let i = 0;

do {

ourArray.push(i);

i++;

} while (i < 5);

*The example above behaves similar to other types of loops, and the resulting array will look like [0, 1, 2, 3, 4]. However, what makes the do...while different from other loops is how it behaves when the condition fails on the first check. Let's see this in action. Here is a regular while loop that will run the code in the loop as long as i < 5:*

const ourArray = [];

let i = 5;

while (i < 5) {

ourArray.push(i);

i++;

}

In the example ABOVE, we initialize the value of ourArray to an empty array and the value of i to 5. When we execute the while loop, the condition evaluates to false because i is not less than 5, so we do not execute the code inside the loop. The result is that ourArray will end up with no values added to it, and it will still look like [] when all of the code in the example above has completed running.

Now, take a look at a do...while loop:

const ourArray = [];

let i = 5;

do {

ourArray.push(i);

i++;

} while (i < 5);

*In this case, we initialize the value of i to 5, just like we did with the while loop. When we get to the next line, there is no condition to evaluate, so we go to the code inside the curly braces and execute it. We will add a single element to the array and then increment i before we get to the condition check. When we finally evaluate the condition i < 5 on the last line, we see that i is now 6, which fails the conditional check, so we exit the loop and are done. At the end of the above example, the value of ourArray is [5].* ***Essentially, a do...while loop ensures that the code inside the loop will run at least once.***

**Recursion** is the concept that a **function can be expressed in terms of itself.** To help understand this, start by thinking about the following task: multiply the first n elements of an array to create the product of those elements. Using a for loop, you could do this:

function multiply(arr, n) {

let product = 1;

for (let i = 0; i < n; i++) {

product \*= arr[i];

}

return product;

}

*However, notice that multiply(arr, n) == multiply(arr, n - 1) \* arr[n - 1]. That means you can rewrite multiply in terms of itself and never need to use a loop.*

function multiply(arr, n) {

if (n <= 0) {

return 1;

} else {

return multiply(arr, n - 1) \* arr[n - 1];

}

}

*The recursive version of multiply breaks down like this. In the base case, where n <= 0, it returns 1. For larger values of n, it calls itself, but with n - 1. That function call is evaluated in the same way, calling multiply again until n <= 0. At this point, all the functions can return and the original multiply returns the answer.*

**Note:** Recursive functions must have a base case when they return without calling the function again (in this example, when n <= 0), otherwise they can never finish executing.

**Generate Random:**

Random numbers are useful for creating random behavior.

JavaScript has a **Math.random()** function that generates a random decimal number ***between 0 (inclusive) and 1 (exclusive)***. **Thus Math.random() can return a 0 but never return a 1.**

**Note:** Like Storing Values with the Assignment Operator, all function calls will be resolved before the return executes, so we can return the value of the Math.random() function.

You can generate random decimal numbers with Math.random(), but sometimes you need to **generate random whole numbers.** The following process will give you a random whole number less than 20:

1. Use Math.random() to generate a random decimal number.
2. Multiply that random decimal number by 20.
3. Use Math.floor() to round this number down to its nearest whole number.

Remember that Math.random() can never quite return a 1, so it's impossible to actually get 20 since you are rounding down with Math.floor(). This process will give you a random whole number in the range from 0 to 19.

Putting everything together, this is what your code looks like:

Math.floor(Math.random() \* 20);

*You are calling Math.random(), multiplying the result by 20, then passing the value to Math.floor() to round the value down to the nearest whole number.*

You can **generate a random whole number in the range from zero to a given number.** You can also pick a **different lower number for this range.** You'll call your minimum number ***min*** and your maximum number ***max.***

This formula gives a random whole number in the range from min to max. Take a moment to read it and try to understand what this code is doing:

Math.floor(Math.random() \* (max - min + 1)) + min

**parseInt():**

The **parseInt()** function parses a **string** and returns an **integer.** *(* ***liczba całkowita*** *)* Here's an example:

const a = parseInt("007");

*The above function converts the string 007 to* ***the integer 7.*** *If the first character in the string can't be converted into a number, then it returns NaN.*

The **parseInt()** function parses a string and returns an integer. **It takes a second argument for the radix**, which specifies the base of the number in the string. The radix can be an integer between 2 and 36.

The function call looks like:

parseInt(string, radix);

And here's an example:

const a = parseInt("11", 2);

*The radix variable says that 11 is in the* ***binary system, or base 2.*** *This example converts the* ***string 11 to an integer 3.***

The ***conditional operator, also called the ternary operator,*** can be used as a **one line if-else expression.**

The syntax is **a ? b : c**, where **a** is the condition, **b** is the code to run when the condition returns true, and **c** is the code to run when the condition returns false.

The following function uses an if/else statement to check a condition:

function findGreater(a, b) {

if(a > b) {

return "a is greater";

}

else {

return "b is greater or equal";

}

}

*This can be re-written using the conditional operator:*

function findGreater(a, b) {

return a > b ? "a is greater" : "b is greater or equal";

}

In the previous challenge, you used a single conditional operator. You can also **chain them together to check for multiple conditions.**

The following function uses if, else if, and else statements to check multiple conditions:

function findGreaterOrEqual(a, b) {

if (a === b) {

return "a and b are equal";

}

else if (a > b) {

return "a is greater";

}

else {

return "b is greater";

}

}

*The above function can be re-written using multiple conditional operators:*

function findGreaterOrEqual(a, b) {

return (a === b) ? "a and b are equal"

: (a > b) ? "a is greater"

: "b is greater";

}

It is considered best practice to format multiple conditional operators such that **each condition is on a separate line**, as shown above. Using multiple conditional operators without proper indentation may make your code hard to read.

**Recursions:**

**First recursions a little bit higher in the doc.**

In a previous challenge, you learned how to use recursion to replace a for loop. Now, let's look at a more complex function that returns an array of consecutive integers starting with 1 through the number passed to the function.

As mentioned in the previous challenge, there will be a base case. The base case tells the recursive function when it no longer needs to call itself. It is a simple case where the return value is already known. There will also be a recursive call which executes the original function with different arguments. If the function is written correctly, eventually the base case will be reached.

For example, say you want to write a recursive function that returns an array containing the numbers 1 through n. This function will need to accept an argument, n, representing the final number. Then it will need to call itself with progressively smaller values of n until it reaches 1. You could write the function as follows:

function countup(n) {

if (n < 1) {

return [];

} else {

const countArray = countup(n - 1);

countArray.push(n);

return countArray;

}

}

console.log(countup(5));

*The value [1, 2, 3, 4, 5] will be displayed in the console.*

At first, this seems counterintuitive since the value of n decreases, but the values in the final array are increasing. **This happens because the push happens last, after the recursive call has returned.** At the point where n is pushed into the array, countup(n - 1) has already been evaluated and returned [1, 2, ..., n - 1].

**ES6**

**Compare Scopes of the *var* and *let* keywords**

When you declare a variable with the **var** **keyword**, it is **declared globally, or locally if declared inside a function.**

The **let** keyword behaves similarly, but with some extra features. When you declare a variable with the **let keyword inside a block, statement, or expression, its scope is limited to that block, statement, or expression.** For example:

var numArray = [];

for (var i = 0; i < 3; i++) {

numArray.push(i);

}

console.log(numArray);

console.log(i);

*Here the console will display the values [0, 1, 2] and 3.*

With the var keyword, i is declared globally. So when i++ is executed, it updates the global variable. This code is similar to the following:

var numArray = [];

var i;

for (i = 0; i < 3; i++) {

numArray.push(i);

}

console.log(numArray);

console.log(i);

*Here the console will display the values [0, 1, 2] and 3.*

This behavior will cause problems if you were to create a function and store it for later use inside a for loop that uses the i variable. This is because the stored function will always refer to the value of the updated global i variable.

var printNumTwo;

for (var i = 0; i < 3; i++) {

if (i === 2) {

printNumTwo = function() {

return i;

};

}

}

console.log(printNumTwo());

*Here the console will display the value 3.*

As you can see, printNumTwo() prints 3 and not 2. This is because the value assigned to i was updated and the printNumTwo() returns the global i and not the value i had when the function was created in the for loop. The let keyword does not follow this behavior:

let printNumTwo;

for (let i = 0; i < 3; i++) {

if (i === 2) {

printNumTwo = function() {

return i;

};

}

}

console.log(printNumTwo());

console.log(i);

*Here the console will display the value 2, and an error that i is not defined.*

i is not defined because it was not declared in the global scope. It is only declared within the for loop statement. printNumTwo() returned the correct value because three different i variables with unique values (0, 1, and 2) were created by the let keyword within the loop statement.

**Mutate an Array Declared with const**

The const declaration has many use cases in modern JavaScript.

Some developers prefer to assign all their variables using const by default, unless they know they will need to reassign the value. Only in that case, they use let.

However, it is important to understand that **objects (including arrays and functions) assigned to a variable using const are still mutable**. Using the const declaration only prevents reassignment of the variable identifier.

const s = [5, 6, 7];

s = [1, 2, 3];

s[2] = 45;

console.log(s);

*s = [1, 2, 3] will result in an error. After commenting out that line, the console.log will display the value [5, 6, 45].*

As you can see, you can mutate the object [5, 6, 7] itself and the variable s will still point to the altered array [5, 6, 45]. Like all arrays, the array elements in s are mutable, but because const was used, you cannot use the variable identifier s to point to a different array using the assignment operator.

As seen in the previous challenge, const declaration alone doesn't really protect your data from mutation. To ensure your data doesn't change, JavaScript provides a function **Object.freeze** to prevent data mutation. Any attempt at changing the object will be rejected, with an error thrown if the script is running in strict mode.

let obj = {

name:"FreeCodeCamp",

review:"Awesome"

};

Object.freeze(obj);

obj.review = "bad";

obj.newProp = "Test";

console.log(obj);

*The obj.review and obj.newProp assignments will result in errors, because our editor runs in strict mode by default, and the console will display the value { name: "FreeCodeCamp", review: "Awesome" }.*

**Arrow Functions**

In JavaScript, we often don't need to name our functions, especially when passing a function as an argument to another function. Instead, we create inline functions. We don't need to name these functions because we do not reuse them anywhere else. To achieve this, we often use the following syntax:

const myFunc = function() {

const myVar = "value";

return myVar;

}

ES6 provides us with the syntactic sugar to not have to write anonymous functions this way. Instead, you can use **arrow function syntax:**

const myFunc = () => {

const myVar = "value";

return myVar;

}

*When there is no function body, and only a return value, arrow function syntax allows you to omit the keyword return as well as the brackets surrounding the code. This helps simplify smaller functions into one-line statements:*

const myFunc = () => "value";

*This code will still return the string value by default.*

Just like a regular function, you can pass arguments into an arrow function.

const doubler = (item) => item \* 2;

doubler(4);

*doubler(4) would return the value 8.*

If an arrow function has a single parameter, the parentheses enclosing the parameter may be omitted.

const doubler = item => item \* 2;

It is possible to pass more than one argument into an arrow function.

const multiplier = (item, multi) => item \* multi;

multiplier(4, 2);

*multiplier(4, 2) would return the value 8.*

In order to help us create more flexible functions, ES6 introduces **default parameters for functions.** Check out this code:

const greeting = (name = "Anonymous") => "Hello " + name;

console.log(greeting("John"));

console.log(greeting());

*The console will display the strings Hello John and Hello Anonymous.*

The **default parameter kicks in when the argument is not specified (it is undefined)**. As you can see in the example above, the parameter name will receive its default value Anonymous when you do not provide a value for the parameter. **You can add default values for as many parameters as you want.**

In order to help us create more flexible functions, ES6 introduces the **rest parameter** for function parameters. With the **rest** parameter, you can create functions that take a **variable number of arguments. These arguments are stored in an array** that can be accessed later from inside the function. Check out this code:

function howMany(...args) {

return "You have passed " + args.length + " arguments.";

}

console.log(howMany(0, 1, 2));

console.log(howMany("string", null, [1, 2, 3], { }));

*The console would display the strings You have passed 3 arguments. and You have passed 4 arguments..*

The rest parameter eliminates the need to use the arguments object and allows us to use array methods on the array of parameters passed to the function howMany.

ES6 introduces the **spread operator,** which allows us to expand arrays and other expressions in places where multiple parameters or elements are expected. The ES5 code below uses apply() to compute the maximum value in an array:

var arr = [6, 89, 3, 45];

var maximus = Math.max.apply(null, arr);

*maximus would have a value of 89.*

We had to use Math.max.apply(null, arr) because Math.max(arr) returns NaN. Math.max() expects comma-separated arguments, but not an array. The spread operator makes this syntax much better to read and maintain.

const arr = [6, 89, 3, 45];

const maximus = Math.max(...arr);

*maximus would have a value of 89.*

...arr returns an unpacked array. In other words, it spreads the array. However, the spread operator only works in-place, like in an argument to a function or in an array literal. For example:

const spreaded = [...arr];

However, the following code will not work:

const spreaded = ...arr;

**Destructuring Assignment:**

Destructuring assignment is special syntax introduced in ES6, for neatly assigning values taken directly from an object. Consider the following ES5 code:

const user = { name: 'John Doe', age: 34 };

const name = user.name;

const age = user.age;

*name would have a value of the string John Doe, and age would have the number 34.*

Here's an equivalent assignment statement using the ES6 destructuring syntax:

const { name, age } = user;

*Again, name would have a value of the string John Doe, and age would have the number 34.*

Here, the name and age variables will be created and assigned the values of their respective values from the user object. You can see how much cleaner this is. You can extract as many or few values from the object as you want.

Restructuring allows you to **assign a new variable name when extracting values.** You can do this by putting the new name after a colon when assigning the value. Using the same object from the last example:

const user = { name: 'John Doe', age: 34 };

Here's how you can give new variable names in the assignment:

const { name: userName, age: userAge } = user;

*You may read it as "get the value of user.name and assign it to a new variable named userName" and so on. The value of userName would be the string John Doe, and the value of userAge would be the number 34.*

You can use the same principles from the previous two lessons to **destructure values from nested objects.** Using an object similar to previous examples:

const user = {

johnDoe: {

age: 34,

email: 'johnDoe@freeCodeCamp.com'

}

};

Here's how to extract the values of object properties and assign them to variables with the same name:

const { johnDoe: { age, email }} = user;

And here's how you can assign an object properties' values to variables with different names:

const { johnDoe: { age: userAge, email: userEmail }} = user;

ES6 makes **destructuring arrays** as easy as destructuring objects.

One key difference between the spread operator and array destructuring is that the spread operator unpacks all contents of an array into a comma-separated list. Consequently, you cannot pick or choose which elements you want to assign to variables.

Destructuring an array lets us do exactly that:

const [a, b] = [1, 2, 3, 4, 5, 6];

console.log(a, b);

*The console will display the values of a and b as 1, 2.*

The variable a is assigned the first value of the array, and b is assigned the second value of the array.

We can also access the value at any index in an array with destructuring by using commas to reach the desired index:

const [a, b,,, c] = [1, 2, 3, 4, 5, 6];

console.log(a, b, c);

*The console will display the values of a, b, and c as 1, 2, 5.*

In some situations involving array destructuring, we might want to **collect the rest of the elements into a separate array.** The result is similar to Array.prototype.slice(), as shown below:

const [a, b, ...arr] = [1, 2, 3, 4, 5, 7];

console.log(a, b);

console.log(arr);

*The console would display the values 1, 2 and [3, 4, 5, 7].*

Variables a and b take the first and second values from the array. After that, because of the rest syntax presence, arr gets the rest of the values in the form of an array. The rest element only works correctly as the last variable in the list. As in, you cannot use the rest syntax to catch a subarray that leaves out the last element of the original array.

In some cases, you can **destructure the object in a function argument itself.** Consider the code below:

const profileUpdate = (profileData) => {

const { name, age, nationality, location } = profileData;

}

*This effectively destructures the object sent into the function.*

This can also be done in-place:

const profileUpdate = ({ name, age, nationality, location }) => {

}

*When profileData is passed to the above function, the values are destructured from the function parameter for use within the function.*

**Template Literals:**

A new feature of ES6 is **the template literal.** This is a special type of string that makes creating complex strings easier.

**Template literals** allow you to create multi-line strings and to use string interpolation features to create strings.Consider the code below:

const person = {

name: "Zodiac Hasbro",

age: 56

};

const greeting = `Hello, my name is ${person.name}!

I am ${person.age} years old.`;

console.log(greeting);

*The console will display the strings Hello, my name is Zodiac Hasbro! and I am 56 years old. .*

A lot of things happened there. Firstly, the example uses backticks (`), not quotes (' or "), to wrap the string. Secondly, notice that the string is multi-line, both in the code and the output. This saves inserting \n within strings. The ${variable} syntax used above is a placeholder. Basically, you won't have to use concatenation with the + operator anymore. To add variables to strings, you just drop the variable in a template string and wrap it with ${ and }. Similarly, you can include other expressions in your string literal, for example ${a + b}. This new way of creating strings gives you more flexibility to create robust strings.

ES6 adds some nice support for easily **defining object literals.** Consider the following code:

const getMousePosition = (x, y) => ({

x: x,

y: y

});

*getMousePosition is a simple function that returns an object containing two properties.*

ES6 provides the syntactic sugar to eliminate the redundancy of having to write x: x. You can simply write x once, and it will be converted tox: x (or something equivalent) under the hood. Here is the same function from above rewritten to use this new syntax:

const getMousePosition = (x, y) => ({ x, y });

When **defining functions within objects in ES5**, we have to use the keyword function as follows:

const person = {

name: "Taylor",

sayHello: function() {

return `Hello! My name is ${this.name}.`;

}

};

**With ES6, you can remove the function keyword and colon altogether when defining functions in objects.** Here's an example of this syntax:

const person = {

name: "Taylor",

sayHello() {

return `Hello! My name is ${this.name}.`;

}

};

**Class:**

ES6 provides a new syntax to **create objects,** usingthe **class** keyword.

In ES5, an object can be created by defining a constructor function and using the new keyword to instantiate the object.

In ES6, a class declaration has a constructor method that is invoked with the new keyword. If the constructor method is not explicitly defined, then it is implicitly defined with no arguments.

// Explicit constructor

class SpaceShuttle {

constructor(targetPlanet) {

this.targetPlanet = targetPlanet;

}

takeOff() {

console.log("To " + this.targetPlanet + "!");

}

}

// Implicit constructor

class Rocket {

launch() {

console.log("To the moon!");

}

}

const zeus = new SpaceShuttle('Jupiter');

// prints To Jupiter! in console

zeus.takeOff();

const atlas = new Rocket();

// prints To the moon! in console

atlas.launch();

It should be noted that the class keyword declares a new function, to which a constructor is added. This constructor is invoked when new is called to create a new object.

**Note:** UpperCamelCase should be used by convention for ES6 class names, as in SpaceShuttle used above.

You can obtain values from an object and set the value of a property within an object.

These are classically called **getters** and **setters.**

**Getter functions** are meant to simply return (get) the value of an object's private variable to the user without the user directly accessing the private variable.

**Setter functions** are meant to modify (set) the value of an object's private variable based on the value passed into the setter function. This change could involve calculations, or even overwriting the previous value completely.

class Book {

constructor(author) {

this.\_author = author;

}

// getter

get writer() {

return this.\_author;

}

// setter

set writer(updatedAuthor) {

this.\_author = updatedAuthor;

}

}

const novel = new Book('anonymous');

console.log(novel.writer);

novel.writer = 'newAuthor';

console.log(novel.writer);

*The console would display the strings anonymous and newAuthor.*

Notice the syntax used to invoke the getter and setter. They do not even look like functions. Getters and setters are important because they hide internal implementation details.

**Note:** It is convention to precede the name of a private variable with an underscore (\_). However, the practice itself does not make a variable private.

**Module script:**

JavaScript started with a small role to play on an otherwise mostly HTML web. Today, it’s huge, and some websites are built almost entirely with JavaScript. In order to make JavaScript more modular, clean, and maintainable; ES6 introduced a way to **easily share code among JavaScript files.** This involves exporting parts of a file for use in one or more other files, and importing the parts you need, where you need them. In order to take advantage of this functionality, you need to create a script in your HTML document with a type of module. Here’s an example:

<script type="module" src="filename.js"></script>

A script that uses this module type can now use the import and export features you will learn about in the upcoming challenges.

Imagine a file called math\_functions.js that contains several functions related to mathematical operations. One of them is stored in a variable, add, that takes in two numbers and returns their sum. **You want to use this function in several different JavaScript files. In order to share it with these other files, you first need to export it.**

export const add = (x, y) => {

return x + y;

}

*The above is a common way to export a single function, but you can achieve the same thing like this:*

const add = (x, y) => {

return x + y;

}

export { add };

When you export a variable or function, you can import it in another file and use it without having to rewrite the code. You can export multiple things by repeating the first example for each thing you want to export, or by placing them all in the export statement of the second example, like this:

export { add, subtract };

**Import** allows you to choose which parts of a file or module to load. In the previous lesson, the examples exported add from the math\_functions.js file. Here's how you can import it to use in another file:

import { add } from './math\_functions.js';

*Here, import will find add in math\_functions.js, import just that function for you to use, and ignore the rest. The ./ tells the import to look for the math\_functions.js file in the same folder as the current file. The relative file path (./) and file extension (.js) are required when using import in this way.*

You can import more than one item from the file by adding them in the import statement like this:

import { add, subtract } from './math\_functions.js';

Suppose you have a file and you wish to **import all of its contents into the current file.** This can be done with the import \* as syntax. Here's an example where the contents of a file named math\_functions.js are imported into a file in the same directory:

import \* as myMathModule from "./math\_functions.js";

*The above import statement will create an object called myMathModule. This is just a variable name, you can name it anything. The object will contain all of the exports from math\_functions.js in it, so you can access the functions like you would any other object property.*

Here's how you can use the add and subtract functions that were imported:

myMathModule.add(2,3);

myMathModule.subtract(5,3);

In the export lesson, you learned about the syntax referred to as a named export. This allowed you to make multiple functions and variables available for use in other files.

There is another export syntax you need to know, known as **export default.** Usually you will use this syntax if only one value is being exported from a file. It is also used to create a fallback value for a file or module.

Below are examples using export default:

export default function add(x, y) {

return x + y;

}

export default function(x, y) {

return x + y;

}

*The first is a named function, and the second is an anonymous function.*

Since export default is used to declare a fallback value for a module or file, you can only have one value be a default export in each module or file. Additionally, you cannot use export default with var, let, or const

In the last challenge, you learned about export default and its uses. To **import a default export**, you need to use a different import syntax. In the following example, add is the default export of the math\_functions.js file. Here is how to import it:

import add from "./math\_functions.js";

*The syntax differs in one key place. The imported value, add, is not surrounded by curly braces ( {} ). add here is simply a variable name for whatever the default export of the math\_functions.js file is. You can use any name here when importing a default.*

**Promise with resolve and reject:**

**A promise** in JavaScript is exactly what it sounds like - **you use it to make a promise to do something**, usually asynchronously. When the task completes, you either fulfill your promise or fail to do so. Promise is a constructor function, so you need to use the new keyword to create one. It takes a function, as its argument, with two parameters - resolve and reject. These are methods used to determine the outcome of the promise.

The syntax looks like this:

const myPromise = new Promise((resolve, reject) => {

});

**A promise** has three states: **pending, fulfilled, and rejected.** The promise you created in the last challenge is forever stuck in the pending state because you did not add a way to complete the promise. The resolve and reject parameters given to the promise argument are used to do this. resolve is used when you want your promise to succeed, and reject is used when you want it to fail. These are methods that take an argument, as seen below.

const myPromise = new Promise((resolve, reject) => {

if(condition here) {

resolve("Promise was fulfilled");

} else {

reject("Promise was rejected");

}

});

*The example above uses strings for the argument of these functions, but it can really be anything. Often, it might be an object, that you would use data from, to put on your website or elsewhere.*

**Promises are most useful when you have a process that takes an unknown amount of time in your code (i.e. something asynchronous),** **often a server request.** When you make a server request it takes some amount of time, and after it completes you usually want to do something with the response from the server. This can be achieved by using the then method. The **then** method is executed immediately after your promise **is fulfilled with resolve.** Here’s an example:

myPromise.then(result => {

});

*result comes from the argument given to the resolve method.*

**catch** is the method used when your promise **has been rejected.** It is executed immediately after a **promise's reject method is called.** Here’s the syntax:

myPromise.catch(error => {

});

*error is the argument passed in to the reject method.*

Regular Expressions:

**Test() method:**

Regular expressions are used in programming languages to match parts of strings. You create patterns to help you do that matching.

If you want to find the word the in the string The dog chased the cat, you could use the following regular expression: /the/. Notice that quote marks are not required within the regular expression.

JavaScript has multiple ways to use regexes. One way to test a regex is using the **.test()** method. **The .test() method takes the regex, applies it to a string (which is placed inside the parentheses), and returns true or false if your pattern finds something or not.**

let testStr = "freeCodeCamp";

let testRegex = /Code/;

testRegex.test(testStr);

*The test method here returns true.*

In the last challenge, you searched for the word Hello using the regular expression /Hello/. That regex searched for a **literal match** of the string Hello. Here's another example searching for a literal match of the string Kevin:

let testStr = "Hello, my name is Kevin.";

let testRegex = /Kevin/;

testRegex.test(testStr);

*This test call will return true.*

Any other forms of Kevin will not match. For example, the regex /Kevin/ will not match kevin or KEVIN.

let wrongRegex = /kevin/;

wrongRegex.test(testStr);

*This test call will return false.*

A future challenge will show how to match those other forms as well.

Using regexes like /coding/, you can look for the pattern coding in another string.

This is powerful to search single strings, but it's limited to only one pattern. **You can search for multiple patterns using the alternation or OR operator: |.**

This operator matches patterns either before or after it. For example, if you wanted to match the strings yes or no, the regex you want is /yes|no/.

You can also search for more than just two patterns. You can do this by adding more patterns with more OR operators separating them, like /yes|no|maybe/.

Up until now, you've looked at regexes to do literal matches of strings. But sometimes, you might want to also **match case differences.**

Case (or sometimes letter case) is the difference between uppercase letters and lowercase letters. Examples of uppercase are A, B, and C. Examples of lowercase are a, b, and c.

You can match both cases using what is called a **flag.** There are other flags but here you'll focus on the flag that ignores case - **the i flag.** You can use it by appending it to the regex. An example of using this flag is **/ignorecase/i.** This regex can match the strings ignorecase, igNoreCase, and IgnoreCase.

**Match() method:**

So far, you have only been checking if a pattern exists or not within a string. You can also extract the actual matches you found with the **.match()** method.

To use the **.match()** method, apply the method on a string and pass in the regex inside the parentheses. Here's an example:

"Hello, World!".match(/Hello/);

let ourStr = "Regular expressions";

let ourRegex = /expressions/;

ourStr.match(ourRegex);

*Here the first match would return ["Hello"] and the second would return ["expressions"].*

**Note** that the .match syntax is the "opposite" of the .test method you have been using thus far:

'string'.match(/regex/);

/regex/.test('string');

So far, you have only been able to extract or search a pattern once.

let testStr = "Repeat, Repeat, Repeat";

let ourRegex = /Repeat/;

testStr.match(ourRegex);

*Here match would return ["Repeat"].*

**To search or extract a pattern more than once,** you can use the global search flag: **g**.

let repeatRegex = /Repeat/g;

testStr.match(repeatRegex);

*And here match returns the value ["Repeat", "Repeat", "Repeat"]*

**Note:** You can have multiple flags on your regex like /search/**gi**

Sometimes you won't (or don't need to) know the exact characters in your patterns. Thinking of all words that match, say, a misspelling would take a long time. Luckily, you can save time using the **wildcard character**: **.**

The wildcard character **.** will match any one character. The wildcard is also called **dot** and **period**. You can use the wildcard character just like any other character in the regex. For example, if you wanted to match hug, huh, hut, and hum, you can use the regex /hu./ to match all four words.

let humStr = "I'll hum a song";

let hugStr = "Bear hug";

let huRegex = /hu./;

huRegex.test(humStr);

huRegex.test(hugStr);

*Both of these test calls would return true.*

You learned how to match literal patterns (/literal/) and wildcard character (/./). Those are the extremes of regular expressions, where **one finds exact matches and the other matches everything.** **There are options that are a balance between the two extremes.**

You can search for a literal pattern with some flexibility with character classes. Character classes allow you to define a group of characters you wish to match by placing them inside square ([ and ]) brackets.

For example, you want to match bag, big, and bug but not bog. You can create the regex /b[aiu]g/ to do this. The [aiu] is the character class that will only match the characters a, i, or u.

let bigStr = "big";

let bagStr = "bag";

let bugStr = "bug";

let bogStr = "bog";

let bgRegex = /b[aiu]g/;

bigStr.match(bgRegex);

bagStr.match(bgRegex);

bugStr.match(bgRegex);

bogStr.match(bgRegex);

*In order, the four match calls would return the values ["big"], ["bag"], ["bug"], and null.*

You saw how you can use character sets to specify a group of characters to match, but that's a lot of typing when you need to match a large range of characters (for example, every letter in the alphabet). Fortunately, there is a built-in feature that makes this short and simple.

Inside a character set, **you can define a range of characters to match using a hyphen character**: **-**.

For example, to match lowercase letters a through e you would use [a-e].

let catStr = "cat";

let batStr = "bat";

let matStr = "mat";

let bgRegex = /[a-e]at/;

catStr.match(bgRegex);

batStr.match(bgRegex);

matStr.match(bgRegex);

*In order, the three match calls would return the values ["cat"], ["bat"], and null.*

Using the hyphen **(-)** to match a range of characters is not limited to letters. **It also works to match a range of numbers.**

For example, /[0-5]/ matches any number between 0 and 5, including the 0 and 5.

Also, it is possible to combine a range of letters and numbers in a single character set.

let jennyStr = "Jenny8675309";

let myRegex = /[a-z0-9]/ig;

jennyStr.match(myRegex);

So far, you have created a set of characters that you want to match, but you could also create a set of characters that **you do not want to match.** These types of character sets are called **negated character sets.**

To create a negated character set, you place a caret character ( **^** ) after the opening bracket and before the characters you do not want to match.

For example, /[^aeiou]/gi matches all characters that are not a vowel. Note that characters like ., !, [, @, / and white space are matched - the negated vowel character set only excludes the vowel characters.

Sometimes, you need to match a character (or group of characters) that **appears one or more times in a row.** This means it occurs at least once, and may be repeated.

You can use the **+** character to check if that is the case. **Remember, the character or pattern has to be present consecutively.** That is, the character has to repeat one after the other.

For example, /a+/g would find one match in abc and return ["a"]. Because of the +, it would also find a single match in aabc and return ["aa"].

If it were instead checking the string abab, it would find two matches and return ["a", "a"] because the a characters are not in a row - there is a b between them. Finally, since there is no a in the string bcd, it wouldn't find a match.

The last challenge used the plus + sign to look for characters that occur one or more times. There's also an option that matches characters **that occur zero or more times.**

The character to do this is the asterisk or star: **\***.

let soccerWord = "gooooooooal!";

let gPhrase = "gut feeling";

let oPhrase = "over the moon";

let goRegex = /go\*/;

soccerWord.match(goRegex);

gPhrase.match(goRegex);

oPhrase.match(goRegex);

*In order, the three match calls would return the values ["goooooooo"], ["g"], and null.*

In regular expressions, a **greedy match** finds the longest possible part of a string that fits the regex pattern and returns it as a match. The alternative is called a **lazy match**, which finds the smallest possible part of the string that satisfies the regex pattern.

You can apply the regex /t[a-z]\*i/ to the string "titanic". This regex is basically a pattern that starts with t, ends with i, and has some letters in between.

Regular expressions are by default **greedy**, so the match would return ["titani"]. It finds the largest sub-string possible to fit the pattern.

However, you can use the **?** character to change it to **lazy** matching. "titanic" matched against the adjusted regex of /t[a-z]\*?i/ returns ["ti"].

**Note:** Parsing HTML with regular expressions should be avoided, but pattern matching an HTML string with regular expressions is completely fine.

Prior challenges showed that regular expressions can be used to look for a number of matches. They are also used to search for **patterns in specific positions in strings.**

In an earlier challenge, you used the caret character ( **^** ) **inside a character set** to create a negated character set in the form [^thingsThatWillNotBeMatched]. **Outside of a character set**, the caret is used to search for patterns at the beginning of strings.

let firstString = "Ricky is first and can be found.";

let firstRegex = /^Ricky/;

firstRegex.test(firstString);

let notFirst = "You can't find Ricky now.";

firstRegex.test(notFirst);

*The first test call would return true, while the second would return false.*

In the last challenge, you learned to use the caret character to search for patterns at the beginning of strings. There is also a way to **search for patterns at the end of strings.**

You can search the end of strings using the dollar sign character **$ at the end of the regex.**

let theEnding = "This is a never ending story";

let storyRegex = /story$/;

storyRegex.test(theEnding);

let noEnding = "Sometimes a story will have to end";

storyRegex.test(noEnding);

*The first test call would return true, while the second would return false.*

Using character classes, you were able to search for all letters of the alphabet with [a-z]. This kind of character class is common enough that there is a shortcut for it, although it includes a few extra characters as well.

The closest character class in JavaScript to match the alphabet is **\w**. This shortcut is equal to **[A-Za-z0-9\_]**. This character class matches upper and lowercase letters plus numbers. Note, this character class also includes the underscore character ( \_ ).

let longHand = /[A-Za-z0-9\_]+/;

let shortHand = /\w+/;

let numbers = "42";

let varNames = "important\_var";

longHand.test(numbers);

shortHand.test(numbers);

longHand.test(varNames);

shortHand.test(varNames);

*All four of these test calls would return true.*

These shortcut character classes are also known as shorthand character classes.

You've learned that you can use a shortcut to match alphanumerics [A-Za-z0-9\_] using \w. A natural pattern you might want to search for is the **opposite of alphanumerics.**

You can search for the opposite of the \w with **\W**. Note, the opposite pattern uses a capital letter. This shortcut is the same as **[^A-Za-z0-9\_]**.

let shortHand = /\W/;

let numbers = "42%";

let sentence = "Coding!";

numbers.match(shortHand);

sentence.match(shortHand);

*The first match call would return the value ["%"] and the second would return ["!"].*

You've learned shortcuts for common string patterns like alphanumerics. Another common pattern is looking for just digits or numbers.

The shortcut to **look** **for** **digit** **characters** is **\d**, with a lowercase d. This is equal to the character class **[0-9]**, which looks for **a single character of any number between zero and nine**.

The last challenge showed how to search for digits using the shortcut \d with a lowercase d. You can also **search for non-digits** using a similar shortcut that uses an uppercase D instead.

The shortcut to look for non-digit characters is **\D**. This is equal to the character class **[^0-9]**, which **looks for a single character that is not a number between zero and nine.**

The challenges so far have covered matching letters of the alphabet and numbers. You can also **match the whitespace or spaces between letters.**

You can **search for whitespace** using **\s**, which is a lowercase s. This pattern not only matches whitespace, but also carriage return, tab, form feed, and new line characters. You can think of it as similar to the character class [ \r\t\f\n\v].

let whiteSpace = "Whitespace. Whitespace everywhere!"

let spaceRegex = /\s/g;

whiteSpace.match(spaceRegex);

*This match call would return [" ", " "].*

You learned about searching for whitespace using \s, with a lowercase s. You can also search for **everything except whitespace.**

**Search for non-whitespace** using **\S**, which is an uppercase s. This pattern will not match whitespace, carriage return, tab, form feed, and new line characters. You can think of it being similar to the character class [^ \r\t\f\n\v].

let whiteSpace = "Whitespace. Whitespace everywhere!"

let nonSpaceRegex = /\S/g;

whiteSpace.match(nonSpaceRegex).length;

*The value returned by the .length method would be 32.*

Recall that you use the plus sign + to look for one or more characters and the asterisk \* to look for zero or more characters. These are convenient but sometimes you want to **match a certain range of patterns.**

You can specify the lower and upper number of patterns with **quantity specifiers**. Quantity specifiers are used with **curly brackets** **({ and }).** You put two numbers between the curly brackets - for the lower and upper number of patterns.

For example, to match only the letter a appearing between 3 and 5 times in the string ah, your regex would be /a{3,5}h/.

let A4 = "aaaah";

let A2 = "aah";

let multipleA = /a{3,5}h/;

multipleA.test(A4);

multipleA.test(A2);

*The first test call would return true, while the second would return false.*

You can specify the lower and upper number of patterns with quantity specifiers using curly brackets. Sometimes you **only** want to **specify the lower number of patterns with no upper limit.**

To only specify the lower number of patterns, **keep the first number followed by a comma.**

For example, to match only the string hah with the letter a appearing at least 3 times, your regex would be /ha{3,}h/.

let A4 = "haaaah";

let A2 = "haah";

let A100 = "h" + "a".repeat(100) + "h";

let multipleA = /ha{3,}h/;

multipleA.test(A4);

multipleA.test(A2);

multipleA.test(A100);

*In order, the three test calls would return true, false, and true.*

You can specify the lower and upper number of patterns with quantity specifiers using curly brackets. **Sometimes you only want a specific number of matches.**

To specify a certain number of patterns, **just have that one number between the curly brackets.**

For example, to match only the word hah with the letter a 3 times, your regex would be /ha{3}h/.

let A4 = "haaaah";

let A3 = "haaah";

let A100 = "h" + "a".repeat(100) + "h";

let multipleHA = /ha{3}h/;

multipleHA.test(A4);

multipleHA.test(A3);

multipleHA.test(A100);

*In order, the three test calls would return false, true, and false.*

Sometimes the patterns you want to **search for may have parts of it that may or may not exist.** However, it may be important to check for them nonetheless.

You can specify the possible existence of an element with a **question mark, ?.** This checks for zero or one of the **preceding element.** You can think of this symbol as saying the previous element is optional.

For example, there are slight differences in American and British English and you can use the question mark to match both spellings.

let american = "color";

let british = "colour";

let rainbowRegex= /colou?r/;

rainbowRegex.test(american);

rainbowRegex.test(british);

*Both uses of the test method would return true.*

**Lookaheads** are patterns that tell JavaScript to look-ahead in your string to check for patterns further along. This can be useful when you want to search for multiple patterns over the same string.

There are two kinds of lookaheads: **positive lookahead** and **negative lookahead**.

A **positive lookahead** will look to make sure the element in the search pattern is there, but won't actually match it. A positive lookahead is used as **(?=...)** where the ... is the required part that is not matched.

On the other hand, a **negative lookahead** will look to make sure the element in the search pattern is not there. A negative lookahead is used as **(?!...)** where the ... is the pattern that you do not want to be there. The rest of the pattern is returned if the negative lookahead part is not present.

Lookaheads are a bit confusing but some examples will help.

let quit = "qu";

let noquit = "qt";

let quRegex= /q(?=u)/;

let qRegex = /q(?!u)/;

quit.match(quRegex);

noquit.match(qRegex);

*Both of these match calls would return ["q"].*

**A more practical use** **of lookaheads** is to check two or more patterns in one string. Here is a (naively) simple password checker that looks for between 3 and 6 characters and at least one number:

let password = "abc123";

let checkPass = /(?=\w{3,6})(?=\D\*\d)/;

checkPass.test(password);

Sometimes we want to check for groups of characters using a Regular Expression and to achieve that we use parentheses **()**.

If you want to find either Penguin or Pumpkin in a string, you can use the following Regular Expression: /P(engu|umpk)in/g

Then check whether the desired string groups are in the test string by using the test() method.

let testStr = "Pumpkin";

let testRegex = /P(engu|umpk)in/;

testRegex.test(testStr);

*The test method here would return true.*

Say you want to **match a word that occurs** **multiple times** like below.

let repeatStr = "row row row your boat";

You could use /row row row/, but what if you don't know the specific word repeated?

**Capture groups can be used to find repeated substrings.**

**Capture groups** are constructed by enclosing the regex pattern to be captured in parentheses. In this case, the goal is to capture a word consisting of alphanumeric characters so the capture group will be \w+ enclosed by parentheses: /(\w+)/.

The substring matched by the group is saved to a temporary "variable", which can be accessed within the same regex using a backslash and the number of the capture group (e.g. \1). Capture groups are automatically numbered by the position of their opening parentheses (left to right), starting at 1.

The example below matches a word that occurs thrice separated by spaces:

let repeatRegex = /(\w+) \1 \1/;

repeatRegex.test(repeatStr); // Returns true

repeatStr.match(repeatRegex); // Returns ["row row row", "row"]

*Using the .match() method on a string will return an array with the matched substring, along with its captured groups.*

Searching is useful. However, you can make searching even more powerful when it also **changes (or replaces) the text you match.**

You can **search and replace text** in a string using **.replace()** on a string. The inputs for **.replace()** is first the regex pattern you want to search for. The second parameter is the string to replace the match or a function to do something.

let wrongText = "The sky is silver.";

let silverRegex = /silver/;

wrongText.replace(silverRegex, "blue");

*The replace call would return the string The sky is blue. .*

You can also access capture groups in the replacement string with dollar signs ($).

"Code Camp".replace(/(\w+)\s(\w+)/, '$2 $1');

*The replace call would return the string Camp Code.*

**Debugging:**

The **console.log()** method, which "prints" the output of what's within its parentheses to the console, will likely be the most helpful debugging tool. Placing it at strategic points in your code can show you the intermediate values of variables. It's good practice to have an idea of what the output should be before looking at what it is. Having check points to see the status of your calculations throughout your code will help narrow down where the problem is.

Here's an example to print the string Hello world! to the console:

console.log('Hello world!');

There are many methods to use with console to output messages. log, warn, and clear to name a few.

**console.clear();**

You can use **typeof** to check the data structure, or type, of a variable. This is useful in debugging when working with multiple data types. If you think you're adding two numbers, but one is actually a string, the results can be unexpected. Type errors can lurk in calculations or function calls. Be careful especially when you're accessing and working with external data in the form of a JavaScript Object Notation (JSON) object.

Here are some examples using typeof:

console.log(typeof "");

console.log(typeof 0);

console.log(typeof []);

console.log(typeof {});

*In order, the console will display the strings string, number, object, and object.*

JavaScript recognizes seven primitive (immutable) data types: Boolean, Null, Undefined, Number, String, Symbol (new with ES6), and BigInt (new with ES2020), and one type for mutable items: Object. Note that in JavaScript, arrays are technically a type of object.

The console.log() and typeof methods are the two primary ways to check intermediate values and types of program output. Now it's time to get into the common forms that bugs take. One syntax-level issue that fast typers can commiserate with is **the humble spelling error.**

Transposed, missing, or miscapitalized characters in a variable or function name will have the browser looking for an object that doesn't exist - and complain in the form of a **reference error**. **JavaScript variable and function names are case-sensitive.**

Branching programs, i.e. ones that do different things if certain conditions are met, rely on if, else if, and else statements in JavaScript. The condition sometimes takes the form of testing whether a result is equal to a value.

This logic is spoken (in English, at least) as "if x equals y, then ..." which can literally translate into code using the =, or assignment operator. This leads to unexpected control flow in your program.

As covered in previous challenges, the assignment operator (=) in JavaScript assigns a value to a variable name. And the == and === operators check for equality (the triple === tests for strict equality, meaning both value and type are the same).

The code below assigns x to be 2, which evaluates as true. Almost every value on its own in JavaScript evaluates to true, except what are known as the "falsy" values: false, 0, "" (an empty string), NaN, undefined, and null.

let x = 1;

let y = 2;

if (x = y) {

} else {

}

*In this example, the code block within the if statement will run for any value of y, unless y is falsy. The else block, which we expect to run here, will not actually run.*

**Basic Data Structures:**

An array's length, like the data types it can contain, is not fixed. Arrays can be defined with a length of any number of elements, and elements can be added or removed over time; in other words, arrays are mutable. In this challenge, we will look at two methods with which we can programmatically modify an array: **Array.push()** and **Array.unshift()**.

Both methods take one or more elements as parameters and add those elements to the array the method is being called on; the push() method adds elements to the end of an array, and unshift() adds elements to the beginning. Consider the following:

let twentyThree = 'XXIII';

let romanNumerals = ['XXI', 'XXII'];

romanNumerals.unshift('XIX', 'XX');

*romanNumerals would have the value ['XIX', 'XX', 'XXI', 'XXII'].*

romanNumerals.push(twentyThree);

*romanNumerals would have the value ['XIX', 'XX', 'XXI', 'XXII', 'XXIII']. Notice that we can also pass variables, which allows us even greater flexibility in dynamically modifying our array's data.*

Both push() and unshift() have corresponding methods that are nearly functional opposites: **pop()** and **shift()**. As you may have guessed by now, instead of adding, pop() removes an element from the end of an array, while shift() removes an element from the beginning. The key difference between pop() and shift() and their cousins push() and unshift(), is that neither method takes parameters, and each only allows an array to be modified by a single element at a time.Let's take a look:

let greetings = ['whats up?', 'hello', 'see ya!'];

greetings.pop();

*greetings would have the value ['whats up?', 'hello'].*

greetings.shift();

*greetings would have the value ['hello'].*

We can also return the value of the removed element with either method like this:

let popped = greetings.pop();

*greetings would have the value [], and popped would have the value hello.*

***Splice()***

Ok, so we've learned how to remove elements from the beginning and end of arrays using shift() and pop(), but what if we want to remove an element from somewhere in the middle? Or remove more than one element at once? Well, that's where **splice()** comes in. **splice()** allows us to do just that: **remove any number of consecutive elements from anywhere in an array.**

**splice()** can take up to 3 parameters, but for now, we'll focus on just the first 2. The first two parameters of splice() are integers which represent indexes, or positions, of items in the array that splice() is being called upon. And remember, arrays are zero-indexed, so to indicate the first element of an array, we would use 0. splice()'s first parameter represents the index on the array from which to begin removing elements, while the second parameter indicates the number of elements to delete. For example:

let array = ['today', 'was', 'not', 'so', 'great'];

array.splice(2, 2);

*Here we remove 2 elements, beginning with the third element (at index 2). array would have the value ['today', 'was', 'great'].*

splice() not only modifies the array it's being called on, but it also returns a new array containing the value of the removed elements:

let array = ['I', 'am', 'feeling', 'really', 'happy'];

let newArray = array.splice(3, 2);

*newArray has the value ['really', 'happy'].*

Remember in the last challenge we mentioned that splice() can take up to three parameters? Well, **you can use the third parameter, comprised of one or more element(s), to add to the array.** This can be incredibly useful for quickly switching out an element, or a set of elements, for another.

const numbers = [10, 11, 12, 12, 15];

const startIndex = 3;

const amountToDelete = 1;

numbers.splice(startIndex, amountToDelete, 13, 14);

console.log(numbers);

*The second occurrence of 12 is removed, and we add 13 and 14 at the same index. The numbers array would now be [ 10, 11, 12, 13, 14, 15 ].*

Here, we begin with an array of numbers. Then, we pass the following to splice(): The index at which to begin deleting elements (3), the number of elements to be deleted (1), and the remaining arguments (13, 14) will be inserted starting at that same index. Note that there can be any number of elements (separated by commas) following amountToDelete, each of which gets inserted.

***Slice()***

The next method we will cover **is slice()**. Rather than modifying an array, **slice() copies or extracts a given number of elements to a new array, leaving the array it is called upon untouched**. slice() takes only 2 parameters — the first is the index at which to begin extraction, and the second is the index at which to stop extraction (extraction will occur up to, but not including the element at this index). Consider this:

let weatherConditions = ['rain', 'snow', 'sleet', 'hail', 'clear'];

let todaysWeather = weatherConditions.slice(1, 3);

*todaysWeather would have the value ['snow', 'sleet'], while weatherConditions would still have ['rain', 'snow', 'sleet', 'hail', 'clear'].*

In effect, we have created a new array by extracting elements from an existing array.

While slice() allows us to be selective about what elements of an array to copy, among several other useful tasks, **ES6's new spread operator** allows us to easily copy all of an array's elements, in order, with a simple and highly readable syntax. The spread syntax simply looks like this: **...**

In practice, we can use the spread operator to copy an array like so:

let thisArray = [true, true, undefined, false, null];

let thatArray = [...thisArray];

*thatArray equals [true, true, undefined, false, null]. thisArray remains unchanged and thatArray contains the same elements as thisArray.*

Another huge advantage of the spread operator is the ability to **combine arrays, or to insert all the elements of one array into another, at any index.** With more traditional syntaxes, we can concatenate arrays, but this only allows us to combine arrays at the end of one, and at the start of another. Spread syntax makes the following operation extremely simple:

let thisArray = ['sage', 'rosemary', 'parsley', 'thyme'];

let thatArray = ['basil', 'cilantro', ...thisArray, 'coriander'];

*thatArray would have the value ['basil', 'cilantro', 'sage', 'rosemary', 'parsley', 'thyme', 'coriander'].*

Using spread syntax, we have just achieved an operation that would have been more complex and more verbose had we used traditional methods.

***indexOf()***

Since arrays can be changed, or mutated, at any time, there's no guarantee about where a particular piece of data will be on a given array, or if that element even still exists. Luckily, JavaScript provides us with another built-in method, **indexOf(),** that allows us to quickly and easily check for the presence of an element on an array. **indexOf()** takes an element as a parameter, and when called, **it returns the position, or index, of that element, or -1 if the element does not exist on the array.**

For example:

let fruits = ['apples', 'pears', 'oranges', 'peaches', 'pears'];

fruits.indexOf('dates');

fruits.indexOf('oranges');

fruits.indexOf('pears');

*indexOf('dates') returns -1, indexOf('oranges') returns 2, and indexOf('pears') returns 1 (the first index at which each element exists).*

Sometimes when working with arrays, it is very handy to be able to **iterate through each item** to find one or more elements that we might need, or to manipulate an array based on which data items meet a certain set of criteria. JavaScript offers several built in methods that each iterate over arrays in slightly different ways to achieve different results (such as every(), forEach(), map(), etc.), however the technique which is most flexible and offers us the greatest amount of control is a simple for loop.

Consider the following:

function greaterThanTen(arr) {

let newArr = [];

for (let i = 0; i < arr.length; i++) {

if (arr[i] > 10) {

newArr.push(arr[i]);

}

}

return newArr;

}

greaterThanTen([2, 12, 8, 14, 80, 0, 1]);

*Using a for loop, this function iterates through and accesses each element of the array, and subjects it to a simple test that we have created. In this way, we have easily and programmatically determined which data items are greater than 10, and returned a new array, [12, 14, 80], containing those items.*

One of the most powerful features when thinking of arrays as data structures, is **that arrays can contain, or even be completely made up of other arrays**. We have seen arrays that contain arrays in previous challenges, but fairly simple ones. However, arrays can contain an infinite depth of arrays that can contain other arrays, each with their own arbitrary levels of depth, and so on. In this way, an array can very quickly become a very complex data structure, known as a **multi-dimensiona**l, or **nested array**. Consider the following example:

let nestedArray = [

['deep'],

[

['deeper'], ['deeper']

],

[

[

['deepest'], ['deepest']

],

[

[

['deepest-est?']

]

]

]

];

*The deep array is nested 2 levels deep. The deeper arrays are 3 levels deep. The deepest arrays are 4 levels, and the deepest-est? is 5.*

While this example may seem convoluted, this level of complexity is not unheard of, or even unusual, when dealing with large amounts of data. However, we can still very easily access the deepest levels of an array this complex with bracket notation:

console.log(nestedArray[2][1][0][0][0]);

*This logs the string deepest-est?. And now that we know where that piece of data is, we can reset it if we need to:*

nestedArray[2][1][0][0][0] = 'deeper still';

console.log(nestedArray[2][1][0][0][0]);

*Now it logs deeper still.*

***Objects:***

At their most basic, objects are just collections of key-value pairs. In other words, they are pieces of data (values) mapped to unique identifiers called properties (keys). Take a look at an example:

const tekkenCharacter = {

player: 'Hwoarang',

fightingStyle: 'Tae Kwon Doe',

human: true

};

*The above code defines a Tekken video game character object called tekkenCharacter. It has three properties, each of which map to a specific value.*

If you want to add an additional property, such as "origin", it can be done by assigning origin to the object:

tekkenCharacter.origin = 'South Korea';

*This uses dot notation.* *If you were to observe the tekkenCharacter object, it will now include the origin property.*

Hwoarang also had distinct orange hair. You can add this property with bracket notation by doing:

tekkenCharacter['hair color'] = 'dyed orange';

Bracket notation is required if your property has a space in it or if you want to use a variable to name the property. In the above case, the property is enclosed in quotes to denote it as a string and will be added exactly as shown. Without quotes, it will be evaluated as a variable and the name of the property will be whatever value the variable is.

Here's an example with a variable:

const eyes = 'eye color';

tekkenCharacter[eyes] = 'brown';

*After adding all the examples, the object will look like this:*

{

player: 'Hwoarang',

fightingStyle: 'Tae Kwon Doe',

human: true,

origin: 'South Korea',

'hair color': 'dyed orange',

'eye color': 'brown'

};

Now let's take a look at a slightly more complex object. Object properties can be nested to an arbitrary depth, and their values can be any type of data supported by JavaScript, including arrays and even other objects. Consider the following:

let nestedObject = {

id: 28802695164,

date: 'December 31, 2016',

data: {

totalUsers: 99,

online: 80,

onlineStatus: {

active: 67,

away: 13,

busy: 8

}

}

};

*nestedObject has three properties: id (value is a number), date (value is a string), and data (value is an object with its nested structure).* While structures can quickly become complex, we can still use the same notations to access the information we need. To assign the value 10 to the busy property of the nested onlineStatus object, we use dot notation to reference the property:

nestedObject.data.onlineStatus.busy = 10;

In the first object challenge we mentioned the use of bracket notation as a way to access property values using the evaluation of a variable. For instance, imagine that our foods object is being used in a program for a supermarket cash register. We have some function that sets the selectedFood and we want to check our foods object for the presence of that food. This might look like:

let selectedFood = getCurrentFood(scannedItem);

let inventory = foods[selectedFood];

*This code will evaluate the value stored in the selectedFood variable and return the value of that key in the foods object, or undefined if it is not present.*

Bracket notation is very useful because sometimes object properties are not known before runtime or we need to access them in a more dynamic way.

Now you know what objects are and their basic features and advantages. In short, they are key-value stores which provide a flexible, intuitive way to structure data, and, they provide very fast lookup time. Throughout the rest of these challenges, we will describe several common operations you can perform on objects so you can become comfortable applying these useful data structures in your programs.

In earlier challenges, we have both added to and modified an object's key-value pairs. Here we will see how we can **remove a key-value pair from an object.**

Let's revisit our foods object example one last time. If we wanted to remove the apples key, we can remove it by using the **delete** keyword like this:

delete foods.apples;

Now we can add, modify, and remove keys from objects. But what if we just wanted to know **if an object has a specific property?** JavaScript provides us with two different ways to do this. One uses the **hasOwnProperty()** method and the other uses the **in** keyword. If we have an object users with a property of Alan, we could **check for its presence in either of the following ways:**

users.hasOwnProperty('Alan');

'Alan' in users;

*Both of these would return true.*

**Sometimes you need to iterate through all the keys within an object.** You can use a **for...in loop** to do this. The **for...in loop** looks like:

const refrigerator = {

'milk': 1,

'eggs': 12,

};

for (const food in refrigerator) {

console.log(food, refrigerator[food]);

}

*This code logs milk 1 and eggs 12, with each key-value pair on its own line.*

We defined the variable food in the loop head and this variable was set to each of the object's keys on each iteration, resulting in each food's name being printed to the console.

**NOTE:** Objects do not maintain an ordering to stored keys like arrays do; thus a key's position on an object, or the relative order in which it appears, is irrelevant when referencing or accessing that key.

We can **also generate an array which contains all the keys stored in an object** with the **Object.keys()** method. This method takes an object as the argument and returns an array of strings representing each property in the object. Again, there will be no specific order to the entries in the array.

**Object Oriented Programming:**

Objects can have a special type of property, called a **method.**

Methods are **properties that are functions**. This adds different behavior to an object. Here is the duck example with a method:

let duck = {

name: "Aflac",

numLegs: 2,

sayName: function() {return "The name of this duck is " + duck.name + ".";}

};

duck.sayName();

*The example adds the sayName method, which is a function that returns a sentence giving the name of the duck. Notice that the method accessed the name property in the return statement using duck.name.* The next challenge will cover another way to do this.

The last challenge introduced a method to the duck object. It used duck.name dot notation to access the value for the name property within the return statement:

sayName: function() {return "The name of this duck is " + duck.name + ".";}

While this is a valid way to access the object's property, there is a pitfall here. If the variable name changes, any code referencing the original name would need to be updated as well. In a short object definition, it isn't a problem, but if an object has many references to its properties there is a greater chance for error.

A way to avoid these issues is with the **this** keyword:

let duck = {

name: "Aflac",

numLegs: 2,

sayName: function() {return "The name of this duck is " + this.name + ".";}

};

***this*** *is a deep topic, and the above example is only one way to use it. In the current context, this refers to the object that the method is associated with: duck. If the object's name is changed to mallard, it is not necessary to find all the references to duck in the code. It makes the code reusable and easier to read.*

**Constructors are functions that create new objects.** They define properties and behaviors that will belong to the new object. Think of them as a blueprint for the creation of new objects.

Here is an example of a constructor:

function Bird() {

this.name = "Albert";

this.color = "blue";

this.numLegs = 2;

}

*This constructor defines a Bird object with properties name, color, and numLegs set to Albert, blue, and 2, respectively.*

**Constructors follow a few conventions:**

* Constructors are defined with a capitalized name to distinguish them from other functions that are not constructors.
* Constructors use the keyword this to set properties of the object they will create. Inside the constructor, this refers to the new object it will create.
* Constructors define properties and behaviors instead of returning a value as other functions might.

Here's the Bird constructor from the previous challenge:

function Bird() {

this.name = "Albert";

this.color = "blue";

this.numLegs = 2;

}

let blueBird = new Bird();

**NOTE:** **this** inside the constructor always refers to the object being created.

Notice that the **new** **operator** is used when calling a constructor. This tells JavaScript to create a new instance of Bird called blueBird. Without the **new operator**, this inside the constructor would not point to the newly created object, giving unexpected results. Now blueBird has all the properties defined inside the Bird constructor:

blueBird.name;

blueBird.color;

blueBird.numLegs;

Just like any other object, its properties can be accessed and modified:

blueBird.name = 'Elvira';

blueBird.name;

The Bird and Dog constructors from the last challenge worked well. However, notice that all Birds that are created with the Bird constructor are automatically named Albert, are blue in color, and have two legs. What if you want birds with different values for name and color? It's possible to change the properties of each bird manually but that would be a lot of work:

let swan = new Bird();

swan.name = "Carlos";

swan.color = "white";

Suppose you were writing a program to keep track of hundreds or even thousands of different birds in an aviary. It would take a lot of time to create all the birds, then change the properties to different values for every one. To more easily create different Bird objects, **you can design your** Bird **constructor to accept parameters:**

function Bird(name, color) {

this.name = name;

this.color = color;

this.numLegs = 2;

}

Then pass in the values as arguments to define each unique bird into the Bird constructor: let cardinal = new Bird("Bruce", "red"); This gives a new instance of Bird with name and color properties set to Bruce and red, respectively. The numLegs property is still set to 2. The cardinal has these properties:

cardinal.name

cardinal.color

cardinal.numLegs

**The constructor is more flexible. It's now possible to define the properties for each Bird at the time it is created, which is one way that JavaScript constructors are so useful.** They group objects together based on shared characteristics and behavior and define a blueprint that automates their creation.

Anytime a constructor function creates a new object, that object is said to be an instance of its constructor. JavaScript gives a convenient way to verify this with the **instanceof** operator. **instanceof** allows you to compare an object to a constructor, returning true or false based on whether or not that object was created with the constructor. Here's an example:

let Bird = function(name, color) {

this.name = name;

this.color = color;

this.numLegs = 2;

}

let crow = new Bird("Alexis", "black");

crow instanceof Bird;

*This instanceof method would return true.*

If an object is created without using a constructor, instanceof will verify that it is not an instance of that constructor:

let canary = {

name: "Mildred",

color: "Yellow",

numLegs: 2

};

canary instanceof Bird;

*This instanceof method would return false.*

In the following example, the Bird constructor defines two properties: name and numLegs:

function Bird(name) {

this.name = name;

this.numLegs = 2;

}

let duck = new Bird("Donald");

let canary = new Bird("Tweety");

name and numLegs are called **own properties, because they are defined directly on the instance object.** That means that duck and canary each has its own separate copy of these properties. In fact every instance of Bird will have its own copy of these properties. The following code adds all of the own properties of duck to the array ownProps:

let ownProps = [];

for (let property in duck) {

if(duck.hasOwnProperty(property)) {

ownProps.push(property);

}

}

console.log(ownProps);

*The console would display the value ["name", "numLegs"].*

Since numLegs will probably have the same value for all instances of Bird, you essentially have a duplicated variable numLegs inside each Bird instance.

This may not be an issue when there are only two instances, but imagine if there are millions of instances. That would be a lot of duplicated variables.

A better way is to use the **prototype** of Bird. Properties in the **prototype** are shared among ALL instances of Bird. Here's how to add numLegs to the Bird **prototype**:

Bird.prototype.numLegs = 2;

*Now all instances of Bird have the numLegs property.*

console.log(duck.numLegs);

console.log(canary.numLegs);

Since all instances automatically have the properties on the prototype, **think of a prototype as a "recipe" for creating objects.** Note that the prototype for duck and canary is part of the Bird constructor as Bird.prototype.

You have now seen two kinds of properties: **own properties** and **prototype properties**. Own properties are defined directly on the object instance itself. And prototype properties are defined on the prototype.

function Bird(name) {

this.name = name; *//own property*

}

Bird.prototype.numLegs = 2; *// prototype property*

let duck = new Bird("Donald");

**Here is how you add** duck's **own properties** **to the array ownProps** **and prototype properties to the array prototypeProps:**

let ownProps = [];

let prototypeProps = [];

for (let property in duck) {

if(duck.hasOwnProperty(property)) {

ownProps.push(property);

} else {

prototypeProps.push(property);

}

}

console.log(ownProps);

console.log(prototypeProps);

*console.log(ownProps) would display ["name"] in the console, and console.log(prototypeProps) would display ["numLegs"].*

There is a special **constructor** property located on the object instances duck and beagle that were created in the previous challenges:

let duck = new Bird();

let beagle = new Dog();

console.log(duck.constructor === Bird);

console.log(beagle.constructor === Dog);

*Both of these console.log calls would display true in the console.*

Note that the constructor property is a reference to the constructor function that created the instance. The advantage of the constructor property is that it's possible to check for this property to find out what kind of object it is. Here's an example of how this could be used:

function joinBirdFraternity(candidate) {

if (candidate.constructor === Bird) {

return true;

} else {

return false;

}

}

**Note:** Since the constructor property can be overwritten (which will be covered in the next two challenges) **it’s generally better to use the *instanceof* method** to check the type of an object.

Up until now you have been adding properties to the prototype individually:

Bird.prototype.numLegs = 2;

*This becomes tedious after more than a few properties.*

Bird.prototype.eat = function() {

console.log("nom nom nom");

}

Bird.prototype.describe = function() {

console.log("My name is " + this.name);

}

A more efficient way is to **set the prototype to a new object that already contains the properties.**

This way, **the properties are added all at once:**

Bird.prototype = {

numLegs: 2,

eat: function() {

console.log("nom nom nom");

},

describe: function() {

console.log("My name is " + this.name);

}

};

There is one crucial side effect of manually setting the prototype to a new object. **It erases the constructor property!** This property can be used to check which constructor function created the instance, but since the property has been overwritten, it now gives false results:

duck.constructor === Bird;

duck.constructor === Object;

duck instanceof Bird;

*In order, these expressions would evaluate to false, true, and true.*

To fix this, whenever a prototype is manually set to a new object, **remember to define the constructor property:**

Bird.prototype = {

constructor: Bird,

numLegs: 2,

eat: function() {

console.log("nom nom nom");

},

describe: function() {

console.log("My name is " + this.name);

}

};

Just like people inherit genes from their parents, **an object inherits its prototype directly from the constructor function that created it.** For example, here the Bird constructor creates the duck object:

function Bird(name) {

this.name = name;

}

let duck = new Bird("Donald");

duck inherits its prototype from the Bird constructor function. You can show this relationship with the isPrototypeOf method:

Bird.prototype.isPrototypeOf(duck);

*This would return true.*

**All objects in JavaScript (with a few exceptions) have a prototype. Also, an object’s prototype itself is an object.**

function Bird(name) {

this.name = name;

}

typeof Bird.prototype;

Because a prototype is an object, a prototype can have its own prototype! In this case, the prototype of Bird.prototype is Object.prototype:

Object.prototype.isPrototypeOf(Bird.prototype);

How is this useful? You may recall the hasOwnProperty method from a previous challenge:

let duck = new Bird("Donald");

duck.hasOwnProperty("name");

The hasOwnProperty method is defined in Object.prototype, which can be accessed by Bird.prototype, which can then be accessed by duck. This is an example of the prototype chain. In this prototype chain, Bird is the supertype for duck, while duck is the subtype. Object is a supertype for both Bird and duck. Object is a supertype for all objects in JavaScript. **Therefore, any object can use the hasOwnProperty method.**

There's a principle in programming called **Don't Repeat Yourself (DRY).** The reason repeated code is a problem is because any change requires fixing code in multiple places. This usually means more work for programmers and more room for errors.

Notice in the example below that the describe method is shared by Bird and Dog:

Bird.prototype = {

constructor: Bird,

describe: function() {

console.log("My name is " + this.name);

}

};

Dog.prototype = {

constructor: Dog,

describe: function() {

console.log("My name is " + this.name);

}

};

The describe method is repeated in two places. The code can be edited to follow the DRY principle by creating a supertype (or parent) called Animal:

function Animal() { };

Animal.prototype = {

constructor: Animal,

describe: function() {

console.log("My name is " + this.name);

}

};

*Since Animal includes the describe method, you can remove it from Bird and Dog:*

Bird.prototype = {

constructor: Bird

};

Dog.prototype = {

constructor: Dog

};

In the previous challenge, you created a supertype called Animal that defined behaviors shared by all animals:

function Animal() { }

Animal.prototype.eat = function() {

console.log("nom nom nom");

};

This and the next challenge will cover **how to reuse the methods of Animal inside Bird and Dog without defining them again.** It uses a technique called inheritance. This challenge covers the first step: make an instance of the supertype (or parent). You already know one way to create an instance of Animal using the new operator:

let animal = new Animal();

There are some disadvantages when using this syntax for inheritance, which are too complex for the scope of this challenge. Instead, here's an alternative approach without those disadvantages:

let animal = Object.create(Animal.prototype); *// this line is better*

Object.create(obj) creates a new object, and sets obj as the new object's prototype. Recall that the prototype is like the "recipe" for creating an object. By setting the prototype of animal to be the prototype of Animal, you are effectively giving the animal instance the same "recipe" as any other instance of Animal.

animal.eat();

animal instanceof Animal;

*The instanceof method here would return true.*

In the previous challenge you saw the first step for inheriting behavior from the supertype (or parent) Animal: making a new instance of Animal.

This challenge covers **the next step: set the prototype of the subtype (or child)—in this case, Bird—to be an instance of Animal.**

Bird.prototype = Object.create(Animal.prototype);

Remember that the prototype is like the "recipe" for creating an object. In a way, the recipe for Bird now includes all the key "ingredients" from Animal.

let duck = new Bird("Donald");

duck.eat();

*duck inherits all of Animal's properties, including the eat method.*

**When an object inherits its prototype from another object, it also inherits the supertype's constructor property.** Here's an example:

function Bird() { }

Bird.prototype = Object.create(Animal.prototype);

let duck = new Bird();

duck.constructor

But duck and all instances of Bird should show that they were constructed by Bird and not Animal. To do so, **you can manually set the constructor property of Bird to the Bird object:**

Bird.prototype.constructor = Bird;

duck.constructor

**A constructor function that inherits its prototype object from a supertype constructor function can still have its own methods in addition to inherited methods.** For example, Bird is a constructor that inherits its prototype from Animal:

function Animal() { }

Animal.prototype.eat = function() {

console.log("nom nom nom");

};

function Bird() { }

Bird.prototype = Object.create(Animal.prototype);

Bird.prototype.constructor = Bird;

In addition to what is inherited from Animal, you want to add behavior that is unique to Bird objects. Here, Bird will get a fly() function. Functions are added to Bird's prototype the same way as any constructor function:

Bird.prototype.fly = function() {

console.log("I'm flying!");

};

*Now instances of Bird will have both eat() and fly() methods:*

let duck = new Bird();

duck.eat();

duck.fly();

*duck.eat() would display the string nom nom nom in the console, and duck.fly() would display the string I'm flying!.*

**In previous lessons, you learned that an object can inherit its behavior (methods) from another object by referencing its prototype object:**

ChildObject.prototype = Object.create(ParentObject.prototype);

Then the ChildObject received its own methods by chaining them onto its prototype:

ChildObject.prototype.methodName = function() {...};

It's possible to override an inherited method. It's done the same way - by adding a method to ChildObject.prototype using the same method name as the one to override. Here's an example of Bird overriding the eat() method inherited from Animal:

function Animal() { }

Animal.prototype.eat = function() {

return "nom nom nom";

};

function Bird() { }

Bird.prototype = Object.create(Animal.prototype);

Bird.prototype.eat = function() {

return "peck peck peck";

};

If you have an instance let duck = new Bird(); and you call duck.eat(), this is how JavaScript looks for the method on the prototype chain of duck:

*duck => Is eat() defined here? No.*

*Bird => Is eat() defined here? => Yes. Execute it and stop searching.*

*Animal => eat() is also defined, but JavaScript stopped searching before reaching this level.*

*Object => JavaScript stopped searching before reaching this level.*

As you have seen, behavior is shared through inheritance. **However, there are cases when inheritance is not the best solution.** Inheritance does not work well for unrelated objects like Bird and Airplane. They can both fly, but a Bird is not a type of Airplane and vice versa.

**For unrelated objects, it's better to use mixins**. A **mixin** allows other objects to use a collection of functions.

let flyMixin = function(obj) {

obj.fly = function() {

console.log("Flying, wooosh!");

}

};

*The flyMixin takes any object and gives it the fly method.*

let bird = {

name: "Donald",

numLegs: 2

};

let plane = {

model: "777",

numPassengers: 524

};

flyMixin(bird);

flyMixin(plane);

*Here bird and plane are passed into flyMixin, which then assigns the fly function to each object. Now bird and plane can both fly:*

bird.fly();

plane.fly();

*The console would display the string Flying, wooosh! twice, once for each .fly() call.*

**Note how the mixin allows for the same fly method to be reused by unrelated objects bird and plane.**

In the previous challenge, bird had a public property name. It is considered public because it can be accessed and changed outside of bird's definition.

bird.name = "Duffy";

Therefore, any part of your code can easily change the name of bird to any value. Think about things like passwords and bank accounts being easily changeable by any part of your codebase. That could cause a lot of issues.

**The simplest way to make this public property private is by creating a variable within the constructor function.** This changes the scope of that variable to be within the constructor function versus available globally. This way, the variable can only be accessed and changed by methods also within the constructor function.

function Bird() {

let hatchedEgg = 10;

this.getHatchedEggCount = function() {

return hatchedEgg;

};

}

let ducky = new Bird();

ducky.getHatchedEggCount();

Here getHatchedEggCount is a privileged method, because it has access to the private variable hatchedEgg. This is possible because hatchedEgg is declared in the same context as getHatchedEggCount. In JavaScript, a function always has access to the context in which it was created. This is called **closure.**

A common pattern in JavaScript is to execute a function as soon as it is declared:

(function () {

console.log("Chirp, chirp!");

})();

*This is an anonymous function expression that executes right away, and outputs Chirp, chirp! immediately.*

**Note** that the function has no name and is not stored in a variable. The two parentheses () at the end of the function expression cause it to be immediately executed or invoked. This pattern is known as an **immediately invoked function expression** or **IIFE**.

An immediately invoked function expression **(IIFE)** is often used to group related functionality into a single object or module. For example, an earlier challenge defined two mixins:

function glideMixin(obj) {

obj.glide = function() {

console.log("Gliding on the water");

};

}

function flyMixin(obj) {

obj.fly = function() {

console.log("Flying, wooosh!");

};

}

**We can group these mixins into a module as follows:**

let motionModule = (function () {

return {

glideMixin: function(obj) {

obj.glide = function() {

console.log("Gliding on the water");

};

},

flyMixin: function(obj) {

obj.fly = function() {

console.log("Flying, wooosh!");

};

}

}

})();

Note that you have an immediately invoked function expression **(IIFE)** that returns an object motionModule. This returned object contains all of the mixin behaviors as properties of the object. The advantage of the module pattern is that all of the motion behaviors can be packaged into a single object that can then be used by other parts of your code. Here is an example using it:

motionModule.glideMixin(duck);

duck.glide();

**Functional Programming:**

Functional programming is a style of programming **where solutions are simple, isolated functions**, without any side effects outside of the function scope: **INPUT -> PROCESS -> OUTPUT**

Functional programming is about:

* Isolated functions - there is no dependence on the state of the program, which includes global variables that are subject to change
* Pure functions - the same input always gives the same output
* Functions with limited side effects - any changes, or mutations, to the state of the program outside the function are carefully controlled

The members of freeCodeCamp happen to love tea.

In the code editor, the prepareTea and getTea functions are already defined for you. Call the getTea function to get 40 cups of tea for the team, and store them in the tea4TeamFCC variable.

// Function that returns a string representing a cup of green tea

const prepareTea = () => 'greenTea';

/\*

Given a function (representing the tea type) and number of cups needed, the

following function returns an array of strings (each representing a cup of

a specific type of tea).

\*/

const getTea = (numOfCups) => {

const teaCups = [];

for(let cups = 1; cups <= numOfCups; cups += 1) {

const teaCup = prepareTea();

teaCups.push(teaCup);

}

return teaCups;

};

// Only change code below this line

const tea4TeamFCC = getTea(40);

// Only change code above this line

The FCC Team now wants two types of tea: green tea and black tea. With that information, we'll need to revisit the getTea function from last challenge to handle various tea requests. We can modify getTea to accept a function as a parameter to be able to change the type of tea it prepares. This makes getTea more flexible, and gives the programmer more control when client requests change. But first, let's cover some functional terminology:

**Callbacks** are the functions that are slipped or passed into another function to decide the invocation of that function. You may have seen them passed to other methods, for example in filter, the callback function tells JavaScript the criteria for how to filter an array.

Functions that can be assigned to a variable, passed into another function, or returned from another function just like any other normal value, are called **first class functions. In JavaScript, all functions are first class functions.**

The functions that take a function as an argument, or return a function as a return value, are called **higher order functions.**

When functions are passed in to or returned from another function, then those functions which were passed in or returned can be called a **lambda.**

// Function that returns a string representing a cup of green tea

const prepareGreenTea = () => 'greenTea';

// Function that returns a string representing a cup of black tea

const prepareBlackTea = () => 'blackTea';

/\*

Given a function (representing the tea type) and number of cups needed, the

following function returns an array of strings (each representing a cup of

a specific type of tea).

\*/

const getTea = (prepareTea, numOfCups) => {

const teaCups = [];

for(let cups = 1; cups <= numOfCups; cups += 1) {

const teaCup = prepareTea();

teaCups.push(teaCup);

}

return teaCups;

};

// Only change code below this line

const tea4GreenTeamFCC = getTea(prepareGreenTea, 27);

const tea4BlackTeamFCC = getTea(prepareBlackTea, 13);

// Only change code above this line

console.log(tea4GreenTeamFCC, tea4BlackTeamFCC);

Functional programming is a good habit. It keeps your code easy to manage, and saves you from sneaky bugs. But before we get there, let's look at an imperative approach to programming to highlight where you may have issues.

In English (and many other languages), the imperative tense is used to give commands. Similarly, an imperative style in programming is one that gives the computer a set of statements to perform a task.

Often the statements change the state of the program, like updating global variables. A classic example is writing a for loop that gives exact directions to iterate over the indices of an array.

In contrast, functional programming is a form of declarative programming. You tell the computer what you want done by calling a method or function.

JavaScript offers many predefined methods that handle common tasks so you don't need to write out how the computer should perform them. For example, instead of using the for loop mentioned above, you could call the map method which handles the details of iterating over an array. This helps to avoid semantic errors, like the "Off By One Errors" that were covered in the Debugging section.

Consider the scenario: you are browsing the web in your browser, and want to track the tabs you have opened. Let's try to model this using some simple object-oriented code.

A Window object is made up of tabs, and you usually have more than one Window open. The titles of each open site in each Window object is held in an array. After working in the browser (opening new tabs, merging windows, and closing tabs), you want to print the tabs that are still open. Closed tabs are removed from the array and new tabs (for simplicity) get added to the end of it.

The code editor shows an implementation of this functionality with functions for tabOpen(), tabClose(), and join(). The array tabs is part of the Window object that stores the name of the open pages.

// tabs is an array of titles of each site open within the window

const Window = function(tabs) {

this.tabs = tabs; // We keep a record of the array inside the object

};

// When you join two windows into one window

Window.prototype.join = function(otherWindow) {

this.tabs = this.tabs.concat(otherWindow.tabs);

return this;

};

// When you open a new tab at the end

Window.prototype.tabOpen = function(tab) {

this.tabs.push('new tab'); // Let's open a new tab for now

return this;

};

// When you close a tab

Window.prototype.tabClose = function(index) {

// Only change code below this line

const tabsBeforeIndex = this.tabs.slice(0, index); // Get the tabs before the tab

const tabsAfterIndex = this.tabs.slice(index + 1); // Get the tabs after the tab

this.tabs = tabsBeforeIndex.concat(tabsAfterIndex); // Join them together

// Only change code above this line

return this;

};

// Let's create three browser windows

const workWindow = new Window(['GMail', 'Inbox', 'Work mail', 'Docs', 'freeCodeCamp']); // Your mailbox, drive, and other work sites

const socialWindow = new Window(['FB', 'Gitter', 'Reddit', 'Twitter', 'Medium']); // Social sites

const videoWindow = new Window(['Netflix', 'YouTube', 'Vimeo', 'Vine']); // Entertainment sites

// Now perform the tab opening, closing, and other operations

const finalTabs = socialWindow

.tabOpen() // Open a new tab for cat memes

.join(videoWindow.tabClose(2)) // Close third tab in video window, and join

.join(workWindow.tabClose(1).tabOpen());

console.log(finalTabs.tabs);

If you haven't already figured it out, the issue in the previous challenge was with the splice call in the tabClose() function. Unfortunately, splice changes the original array it is called on, so the second call to it used a modified array, and gave unexpected results.

This is a small example of a much larger pattern - you call a function on a variable, array, or an object, and the function changes the variable or something in the object.

**One of the core principles of functional programming is to not change things.** Changes lead to bugs. It's easier to prevent bugs knowing that your functions don't change anything, including the function arguments or any global variable.

The previous example didn't have any complicated operations but the splice method changed the original array, and resulted in a bug.

**Recall that in functional programming, changing or altering things is called mutation, and the outcome is called a side effect.** **A function, ideally, should be a pure function, meaning that it does not cause any side effects.**

// The global variable

let fixedValue = 4;

// Only change code below this line

function incrementer) {

return fixedValue + 1;

// Only change code above this line

}

The last challenge was a step closer to functional programming principles, but there is still something missing.

We didn't alter the global variable value, but the function incrementer would not work without the global variable fixedValue being there.

**Another principle of functional programming is to always declare your dependencies explicitly.** **This means if a function depends on a variable or object being present, then pass that variable or object directly into the function as an argument.**

There are several good consequences from this principle. The function is easier to test, you know exactly what input it takes, and it won't depend on anything else in your program.

This can give you more confidence when you alter, remove, or add new code. You would know what you can or cannot change and you can see where the potential traps are.

Finally, the function would always produce the same output for the same set of inputs, no matter what part of the code executes it.

// The global variable

let fixedValue = 4;

// Only change code below this line

function incrementer(valueToIncrement) {

return valueToIncrement += 1;

// Only change code above this line

}

So far, we have seen two distinct principles for functional programming:

1. Don't alter a variable or object - create new variables and objects and return them if need be from a function. Hint: using something like const newArr = arrVar, where arrVar is an array will simply create a reference to the existing variable and not a copy. So changing a value in newArr would change the value in arrVar.
2. Declare function parameters - any computation inside a function depends only on the arguments passed to the function, and not on any global object or variable.

Adding one to a number is not very exciting, but we can apply these principles when working with arrays or more complex objects.

Rewrite the code so the global array bookList is not changed inside either function. The add function should add the given bookName to the end of the array passed to it and return a new array (list). The remove function should remove the given bookName from the array passed to it.

// The global variable

const bookList = ["The Hound of the Baskervilles", "On The Electrodynamics of Moving Bodies", "Philosophiæ Naturalis Principia Mathematica", "Disquisitiones Arithmeticae"];

// Change code below this line

function add(listName, bookName) {

const list = [...listName];

list.push(bookName);

return list;

// Change code above this line

}

// Change code below this line

function remove(listName, bookName) {

const list = [...listName];

const book\_index = list.indexOf(bookName);

if (book\_index >= 0) {

list.splice(book\_index, 1);

return list;

// Change code above this line

}

}

So far we have learned to use pure functions to avoid side effects in a program. Also, we have seen the value in having a function only depend on its input arguments.

This is only the beginning. As its name suggests, functional programming is centered around a theory of functions.

It would make sense to be able to pass them as arguments to other functions, and return a function from another function. Functions are considered first class objects in JavaScript, which means they can be used like any other object. They can be saved in variables, stored in an object, or passed as function arguments.

Let's start with some simple array functions, which are methods on the array object prototype. In this exercise we are looking at **Array.prototype.map()**, or more simply **map**.

The **map** method iterates over each item in an array and returns a new array containing the results of calling the callback function on each element. It does this without mutating the original array.

When the callback is used, it is passed three arguments. The first argument is the current element being processed. The second is the index of that element and the third is the array upon which the **map** method was called.

See below for an example using the **map** method on the users array to return a new array containing only the names of the users as elements. For simplicity, the example only uses the first argument of the callback.

const users = [

{ name: 'John', age: 34 },

{ name: 'Amy', age: 20 },

{ name: 'camperCat', age: 10 }

];

const names = users.map(user => user.name);

console.log(names);

*The console would display the value [ 'John', 'Amy', 'camperCat' ].*

As you have seen from applying Array.prototype.map(), or simply map() earlier, the map method returns an array of the same length as the one it was called on. It also doesn't alter the original array, as long as its callback function doesn't.

In other words, map is a pure function, and its output depends solely on its inputs. Plus, it takes another function as its argument.

You might learn a lot about the map method if you implement your own version of it. It is recommended you use a for loop or Array.prototype.forEach().

Write your own Array.prototype.myMap(), which should behave exactly like Array.prototype.map(). You should not use the built-in map method. The Array instance can be accessed in the myMap method using this.

Array.prototype.myMap = function(callback) {

const newArray = [];

// Only change code below this line

for (let i = 0; i < this.length; i++) {

/\*

this[i] - current element being processed

i - index of that element

this - array upon which the map method was called

\*/

newArray.push(callback(this[i], i, this));

}

// Only change code above this line

return newArray;

};

Another useful array function is Array.prototype.filter(), or simply **filter().**

**filter** calls a function on each element of an array and returns a new array containing only the elements for which that function returns a truthy value - that is, a value which returns true if passed to the Boolean() constructor. In other words, it filters the array, based on the function passed to it. Like map, it does this without needing to modify the original array.

The callback function accepts three arguments. The first argument is the current element being processed. The second is the index of that element and the third is the array upon which the filter method was called.

See below for an example using the filter method on the users array to return a new array containing only the users under the age of 30. For simplicity, the example only uses the first argument of the callback.

const users = [

{ name: 'John', age: 34 },

{ name: 'Amy', age: 20 },

{ name: 'camperCat', age: 10 }

];

const usersUnder30 = users.filter(user => user.age < 30);

console.log(usersUnder30);

*The console would display the value [ { name: 'Amy', age: 20 }, { name: 'camperCat', age: 10 } ].*

You might learn a lot about the filter method if you implement your own version of it. It is recommended you use a for loop or Array.prototype.forEach().

Write your own Array.prototype.myFilter(), which should behave exactly like Array.prototype.filter(). You should not use the built-in filter method. The Array instance can be accessed in the myFilter method using this.

Array.prototype.myFilter = function(callback) {

const newArray = [];

// Only change code below this line

for (let i = 0; i < this.length; i++) {

if (callback(this[i], i, this) == true) {

newArray.push(this[i]);

}

}

// Only change code above this line

return newArray;

};

The **slice** method returns a copy of certain elements of an array. It can take two arguments, the first gives the index of where to begin the slice, the second is the index for where to end the slice (and it's non-inclusive). If the arguments are not provided, the default is to start at the beginning of the array through the end, which is an easy way to make a copy of the entire array. The slice method does not mutate the original array, but returns a new one.

Here's an example:

const arr = ["Cat", "Dog", "Tiger", "Zebra"];

const newArray = arr.slice(1, 3);

*newArray would have the value ["Dog", "Tiger"].*

Use the slice method in the sliceArray function to return part of the anim array given the provided beginSlice and endSlice indices. The function should return an array.

function sliceArray(anim, beginSlice, endSlice) {

// Only change code below this line

return anim.slice(beginSlice, endSlice);

// Only change code above this line

}

const inputAnim = ["Cat", "Dog", "Tiger", "Zebra", "Ant"];

sliceArray(inputAnim, 1, 3);

A common pattern while working with arrays is when you want to remove items and keep the rest of the array. JavaScript offers the **splice** method for this, which takes arguments for the index of where to start removing items, then the number of items to remove. If the second argument is not provided, the default is to remove items through the end. However, the splice method mutates the original array it is called on. Here's an example:

const cities = ["Chicago", "Delhi", "Islamabad", "London", "Berlin"];

cities.splice(3, 1);

*Here splice returns the string London and deletes it from the cities array. cities will have the value ["Chicago", "Delhi", "Islamabad", "Berlin"].*

As we saw in the last challenge, the slice method does not mutate the original array, but returns a new one which can be saved into a variable. Recall that the **slice** method takes two arguments for the indices to begin and end the slice (the end is non-inclusive), and returns those items in a new array. Using the **slice** method instead of splice helps to avoid any array-mutating side effects.

Rewrite the function nonMutatingSplice by using slice instead of splice. It should limit the provided cities array to a length of 3, and return a new array with only the first three items.

Do not mutate the original array provided to the function.

function nonMutatingSplice(cities) {

return cities.slice(0,3);

}

**Concatenation means to join items end to end.** JavaScript offers the **concat** method for both strings and arrays that work in the same way. For arrays, the method is called on one, then another array is provided as the argument to **concat**, which is added to the end of the first array. It returns a new array and does not mutate either of the original arrays:

[1, 2, 3].concat([4, 5, 6]);

*The returned array would be [1, 2, 3, 4, 5, 6].*

Functional programming is all about creating and using non-mutating functions.

The last challenge introduced the **concat** method as a way to merge arrays into a new array without mutating the original arrays. Compare concat to the push method. push adds items to the end of the same array it is called on, which mutates that array. Here's an example:

const arr = [1, 2, 3];

arr.push(4, 5, 6);

*arr would have a modified value of [1, 2, 3, 4, 5, 6], which is not the functional programming way.*

**concat** offers a way to merge new items to the end of an array without any mutating side effects.

Array.prototype.reduce(), or simply **reduce(),** is the most general of all array operations in JavaScript. You can solve almost any array processing problem using the **reduce** method.

The **reduce** method allows for more general forms of array processing, and it's possible to show that both filter and map can be derived as special applications of reduce. The reduce method iterates over each item in an array and returns a single value (i.e. string, number, object, array). This is achieved via a callback function that is called on each iteration.

**The callback function accepts four arguments.** The first argument is known as the accumulator, which gets assigned the return value of the callback function from the previous iteration, the second is the current element being processed, the third is the index of that element and the fourth is the array upon which reduce is called.

In addition to the callback function, reduce has an additional parameter which takes an initial value for the accumulator. If this second parameter is not used, then the first iteration is skipped and the second iteration gets passed the first element of the array as the accumulator.

See below for an example using reduce on the users array to return the sum of all the users' ages. For simplicity, the example only uses the first and second arguments.

const users = [

{ name: 'John', age: 34 },

{ name: 'Amy', age: 20 },

{ name: 'camperCat', age: 10 }

];

const sumOfAges = users.reduce((sum, user) => sum + user.age, 0);

console.log(sumOfAges);

*The console would display the value 64.*

In another example, see how an object can be returned containing the names of the users as properties with their ages as values.

const users = [

{ name: 'John', age: 34 },

{ name: 'Amy', age: 20 },

{ name: 'camperCat', age: 10 }

];

const usersObj = users.reduce((obj, user) => {

obj[user.name] = user.age;

return obj;

}, {});

console.log(usersObj);

*The console would display the value { John: 34, Amy: 20, camperCat: 10 }.*

Now that you have worked through a few challenges using higher-order functions like map(), filter(), and reduce(), you now get to apply them to solve a more complex challenge.

Complete the code for the squareList function using any combination of map(), filter(), and reduce(). The function should return a new array containing the squares of only the positive integers (decimal numbers are not integers) when an array of real numbers is passed to it. An example of an array of real numbers is [-3, 4.8, 5, 3, -3.2].

const squareList = arr => {

// Only change code below this line

const squareArr = arr

.filter(number => number >= 0)

.filter(number => Number.isInteger(number) == true)

.map(number => number\*number)

return squareArr;

// Only change code above this line

};

const squaredIntegers = squareList([-3, 4.8, 5, 3, -3.2]);

console.log(squaredIntegers);

The **sort** method sorts the elements of an array according to the callback function.

For example:

function ascendingOrder(arr) {

return arr.sort(function(a, b) {

return a - b;

});

}

ascendingOrder([1, 5, 2, 3, 4]);

*This would return the value [1, 2, 3, 4, 5].*

function reverseAlpha(arr) {

return arr.sort(function(a, b) {

return a === b ? 0 : a < b ? 1 : -1;

});

}

reverseAlpha(['l', 'h', 'z', 'b', 's']);

*This would return the value ['z', 's', 'l', 'h', 'b'].*

JavaScript's default sorting method is by string Unicode point value, which may return unexpected results. Therefore, it is encouraged to provide a callback function to specify how to sort the array items. When such a callback function, normally called compareFunction, is supplied, the array elements are sorted according to the return value of the compareFunction: If compareFunction(a,b) returns a value less than 0 for two elements a and b, then a will come before b. If compareFunction(a,b) returns a value greater than 0 for two elements a and b, then b will come before a. If compareFunction(a,b) returns a value equal to 0 for two elements a and b, then a and b will remain unchanged.

A side effect of the **sort** method is that **it changes the order of the elements in the original array. In other words, it mutates the array in place.** One way to avoid this is to first concatenate an empty array to the one being sorted (remember that slice and concat return a new array), then run the sort method.

The **split** method splits a string into an array of strings. **It takes an argument for the delimiter, which can be a character to use to break up the string or a regular expression.** For example, if the delimiter is a space, you get an array of words, and if the delimiter is an empty string, you get an array of each character in the string.

Here are two examples that split one string by spaces, then another by digits using a regular expression:

const str = "Hello World";

const bySpace = str.split(" ");

const otherString = "How9are7you2today";

const byDigits = otherString.split(/\d/);

*bySpace would have the value ["Hello", "World"] and byDigits would have the value ["How", "are", "you", "today"].*

Since strings are immutable, the split method makes it easier to work with them.

The **join** method is used to join the elements of an array together to create a string**. It takes an argument for the delimiter that is used to separate the array elements in the string.**

Here's an example:

const arr = ["Hello", "World"];

const str = arr.join(" ");

*str would have a value of the string Hello World.*

Use the **join** method (among others) inside the sentensify function to make a sentence from the words in the string str. The function should return a string. For example, I-like-Star-Wars would be converted to I like Star Wars. For this challenge, do not use the replace method.

function sentensify(str) {

// Only change code below this line

let string = str;

return (string.split(/\W/)).join(" ");

// Only change code above this line

}

console.log(sentensify("May-the-force-be-with-you"));

The last several challenges covered a number of useful array and string methods that follow functional programming principles. We've also learned about reduce, which is a powerful method used to reduce problems to simpler forms. From computing averages to sorting, any array operation can be achieved by applying it. Recall that map and filter are special cases of reduce.

Let's combine what we've learned to solve a practical problem.

Many content management sites (CMS) have the titles of a post added to part of the URL for simple bookmarking purposes. For example, if you write a Medium post titled Stop Using Reduce, it's likely the URL would have some form of the title string in it (.../stop-using-reduce). You may have already noticed this on the freeCodeCamp site.

Fill in the urlSlug function so it converts a string title and returns the hyphenated version for the URL. You can use any of the methods covered in this section, and don't use replace. Here are the requirements:

The input is a string with spaces and title-cased words

The output is a string with the spaces between words replaced by a hyphen (-)

The output should be all lower-cased letters

The output should not have any spaces

// Only change code below this line

function urlSlug(title) {

let urlTitle = title.toLowerCase();

urlTitle = (urlTitle.split(/\W+/)).join("-");

let myRegex = /\W/;

if (myRegex.test(urlTitle[0]) === true) {

urlTitle = urlTitle.slice(1);

}

return urlTitle;

}

// Only change code above this line

console.log(urlSlug(" Winter Is Coming"));

*console would displaty “winter-is-coming”;*

The **every** method works with arrays **to check if *every* element passes a particular test. It returns a Boolean value - true if all values meet the criteria, false if not.**

For example, the following code would check if every element in the numbers array is less than 10:

const numbers = [1, 5, 8, 0, 10, 11];

numbers.every(function(currentValue) {

return currentValue < 10;

});

*The every method would return false here.*

The **some** method works with arrays to **check if *any* element passes a particular test. It returns a Boolean value - true if any of the values meet the criteria, false if not.**

For example, the following code would check if any element in the numbers array is less than 10:

const numbers = [10, 50, 8, 220, 110, 11];

numbers.some(function(currentValue) {

return currentValue < 10;

});

*The some method would return true.*

The **arity** of a function is the number of arguments it requires. **Currying** a function means to convert a function of N arity into N functions of arity 1.

In other words, it restructures a function so it takes one argument, then returns another function that takes the next argument, and so on.

Here's an example:

function unCurried(x, y) {

return x + y;

}

function curried(x) {

return function(y) {

return x + y;

}

}

const curried = x => y => x + y

curried(1)(2)

*curried(1)(2) would return 3.*

This is useful in your program if you can't supply all the arguments to a function at one time. You can save each function call into a variable, which will hold the returned function reference that takes the next argument when it's available. Here's an example using the curried function in the example above:

const funcForY = curried(1);

console.log(funcForY(2)); // 3

Similarly, partial application can be described as applying a few arguments to a function at a time and returning another function that is applied to more arguments. Here's an example:

function impartial(x, y, z) {

return x + y + z;

}

const partialFn = impartial.bind(this, 1, 2);

partialFn(10); // 13

**Intermediate Algorithm Scripting:**

We'll pass you an array of two numbers. Return the sum of those two numbers plus the sum of all the numbers between them. The lowest number will not always come first.

For example, sumAll([4,1]) should return 10 because sum of all the numbers between 1 and 4 (both inclusive) is 10.

function sumAll(arr) {

let higherNumber = arr[0];

let lowerNumber;

let sumOfNumbers = 0;

for (let i = 0; i < arr.length; i++) {

if (arr[i] > higherNumber) {

higherNumber = arr[i];

} else {

lowerNumber = arr[i];

}

}

for (let i = lowerNumber; i <= higherNumber; i++) {

sumOfNumbers += i;

}

return sumOfNumbers;

}

console.log(sumAll([1, 4]));

Compare two arrays and return a new array with any items only found in one of the two given arrays, but not both. In other words, return the symmetric difference of the two arrays.

Note: You can return the array with its elements in any order.

function diffArray(arr1, arr2) {

const newArr = [];

for (let i = 0; i < arr1.length; i++) {

if (arr2.includes(arr1[i]) === false) {

newArr.push(arr1[i]);

}

}

for (let i = 0; i < arr2.length; i++) {

if (arr1.includes(arr2[i]) === false) {

newArr.push(arr2[i]);

}

}

return newArr;

}

console.log(diffArray([1, 2, 3, 5], [1, 2, 3, 4, 5]));

You will be provided with an initial array as the first argument to the destroyer function, followed by one or more arguments. Remove all elements from the initial array that are of the same value as these arguments. The function must accept an indeterminate number of arguments, also known as a variadic function. You can access the additional arguments by adding a rest parameter to the function definition or using the arguments object.

function destroyer(arr, ...args) {

let arrOfNumbers = [...args];

let newArr = [];

for (let i = 0; i < arr.length; i++) {

let removeElement = false;

for (let j = 0; j < arrOfNumbers.length; j++) {

if (arr[i] == arrOfNumbers[j]) {

removeElement = true;

}

}

if (removeElement == false) {

newArr.push(arr[i]);

}

}

return newArr;

}

console.log(destroyer([1, 2, 3, 1, 2, 3], 2, 3));

Make a function that looks through an array of objects (first argument) and returns an array of all objects that have matching name and value pairs (second argument). Each name and value pair of the source object has to be present in the object from the collection if it is to be included in the returned array.

For example, if the first argument is [{ first: "Romeo", last: "Montague" }, { first: "Mercutio", last: null }, { first: "Tybalt", last: "Capulet" }], and the second argument is { last: "Capulet" }, then you must return the third object from the array (the first argument), because it contains the name and its value, that was passed on as the second argument.

function whatIsInAName(collection, source) {

let collectionMatches = [];

for (let i = 0; i < collection.length; i++) {

let foundMismatch = false;

for (const property in source) {

if (collection[i][property] !== source[property]) {

foundMismatch = true;

}

}

if (foundMismatch == false) {

collectionMatches.push(collection[i]);

}

}

return collectionMatches;

}

console.log(whatIsInAName([{ "apple": 1, "bat": 2 }, { "bat": 2 }, { "apple": 1, "bat": 2, "cookie": 2 }], { "apple": 1, "bat": 2 }));

**Convert a string to spinal case. Spinal case is all-lowercase-words-joined-by-dashes.**

function spinalCase(str) {

// Create a regex fir the white space and underscores

let regex = /\s+|\_+/g;

// Replace low-upper case (thisIs) with space case (this Is)

str = str.replace(/([a-z])([A-Z])/g, "$1 $2")

//Replace space and underscore with -

str = str.replace(regex, "-").toLowerCase();

return str;

}

console.log(spinalCase("thisIsSpinalTap"));

Pig Latin is a way of altering English Words. The rules are as follows:

- If a word begins with a consonant, take the first consonant or consonant cluster, move it to the end of the word, and add ay to it.

- If a word begins with a vowel, just add way at the end.

Translate the provided string to Pig Latin. Input strings are guaranteed to be English words in all lowercase.

function translatePigLatin(str) {

let vowelsRegex = /[aeiou]/;

let consonantRegex = /^[^aeiou]+/;

if (vowelsRegex.test(str[0]) === true) {

str += "way";

} else {

let cluster = str.match(consonantRegex);

let strWithoutCluster = str.split(consonantRegex);

str = strWithoutCluster[1]+cluster+"ay";

}

return str;

}

console.log(translatePigLatin("california"));

Perform a search and replace on the sentence using the arguments provided and return the new sentence.

First argument is the sentence to perform the search and replace on.

Second argument is the word that you will be replacing (before).

Third argument is what you will be replacing the second argument with (after).

Note: Preserve the case of the first character in the original word when you are replacing it. For example if you mean to replace the word Book with the word dog, it should be replaced as Dog

function myReplace(str, before, after) {

if (before[0] == before[0].toUpperCase()) {

let firstLetter = after[0].toUpperCase();

let newAfter = after.replace(after[0], firstLetter);

return str.replace(before,newAfter);

}

else if (before[0] == before[0].toLowerCase()){

let firstLetter = after[0].toLowerCase();

let newAfter = after.replace(after[0], firstLetter)

return str.replace(before,newAfter);

}

}

console.log(myReplace("I think we should look up there", "up", "Down"));

Pairs of DNA strands consist of nucleobase pairs. Base pairs are represented by the characters AT and CG, which form building blocks of the DNA double helix.

The DNA strand is missing the pairing element. Write a function to match the missing base pairs for the provided DNA strand. For each character in the provided string, find the base pair character. Return the results as a 2d array.

For example, for the input GCG, return [["G", "C"], ["C","G"], ["G", "C"]]

The character and its pair are paired up in an array, and all the arrays are grouped into one encapsulating array.

function pairElement(str) {

let dnaArr = [];

for (let i = 0; i < str.length; i++) {

if (str[i] == "G") {

let newPair = [];

newPair.push(str[i],"C");

dnaArr.push(newPair);

}

if (str[i] == "C") {

let newPair = [];

newPair.push(str[i],"G");

dnaArr.push(newPair);

}

if (str[i] == "A") {

let newPair = [];

newPair.push(str[i],"T");

dnaArr.push(newPair);

}

if (str[i] == "T") {

let newPair = [];

newPair.push(str[i],"A");

dnaArr.push(newPair);

}

}

return dnaArr;

}

console.log(pairElement("GCGTA"));

Find the missing letter in the passed letter range and return it.

If all letters are present in the range, return undefined.

function fearNotLetter(str) {

for (let i = 0; i < str.length; i++) {

let thisCharCode = str.charCodeAt(i);

if (str[i + 1] == undefined) {

let nextCharCode = '';

} else {

let nextCharCode = str.charCodeAt(i + 1);

if (thisCharCode !== nextCharCode - 1) {

nextCharCode = thisCharCode + 1;

return String.fromCharCode(nextCharCode);

}

}

}

}

console.log(fearNotLetter("abce"));

Write a function that takes two or more arrays and returns a new array of unique values in the order of the original provided arrays.

In other words, all values present from all arrays should be included in their original order, but with no duplicates in the final array.

The unique numbers should be sorted by their original order, but the final array should not be sorted in numerical order.

function uniteUnique(...arr) {

let uniqueValues = [];

for (let i = 0; i < arr.length; i++) {

for (let j = 0; j < arr[i].length; j++) {

let unique = true;

for (let k = 0; k < uniqueValues.length; k++) {

if (arr[i][j] === uniqueValues[k]) {

unique = false;

}

}

if (unique === true) {

uniqueValues.push(arr[i][j])

}

}

}

return uniqueValues;

}

console.log(uniteUnique([1, 3, 2], [5, 2, 1, 4], [2, 1]));

Convert the characters &, <, >, " (double quote), and ' (apostrophe), in a string to their corresponding HTML entities.

function convertHTML(str) {

let myRegex = /[&<>"']/g;

let needsToBeConverted = myRegex.test(str);

if (needsToBeConverted === true) {

let toBeConverted = str.match(myRegex);

let convertedToHTML = '';

for (let i = 0; i < toBeConverted.length; i++) {

if (toBeConverted[i] == '&') {

convertedToHTML = '&amp;';

} else if (toBeConverted[i] == '<') {

convertedToHTML = '&lt;';

} else if (toBeConverted[i] == '>') {

convertedToHTML = '&gt;';

} else if (toBeConverted[i] == '"') {

convertedToHTML = '&quot;';

} else if (toBeConverted[i] == '\'') {

convertedToHTML = '&apos;';

}

str = str.replace(toBeConverted[i], convertedToHTML);

}

return str;

}else {

return str;

}

}

console.log(convertHTML("Dolce & Gabbana"));

Given a positive integer num, return the sum of all odd Fibonacci numbers that are less than or equal to num.

The first two numbers in the Fibonacci sequence are 0 and 1. Every additional number in the sequence is the sum of the two previous numbers. The first seven numbers of the Fibonacci sequence are 0, 1, 1, 2, 3, 5 and 8.

For example, sumFibs(10) should return 10 because all odd Fibonacci numbers less than or equal to 10 are 1, 1, 3, and 5.

function sumFibs(num) {

let sum = 0;

let numArr = [];

for (let i = 0; i <= num; i++) {

if (i === 0 || i === 1) {

numArr.push(i);

} else {

if (numArr[i - 1] < num) {

let fibNumber = numArr[i - 2] + numArr[i - 1];

if (fibNumber <= num) {

numArr.push(fibNumber);

}

}

}

}

for (let i = 0; i < numArr.length; i++) {

if (numArr[i] % 2 === 1) {

sum += numArr[i];

}

}

return sum;

}

console.log(sumFibs(1000));

A prime number is a whole number greater than 1 with exactly two divisors: 1 and itself. For example, 2 is a prime number because it is only divisible by 1 and 2. In contrast, 4 is not prime since it is divisible by 1, 2 and 4.

Rewrite sumPrimes so it returns the sum of all prime numbers that are less than or equal to num.

function sumPrimes(num) {

let sum = 0;

let numArr = [];

for (let i = 0; i <= num; i++) {

if (i > 1) {

numArr.push(i);

}

}

for (let i = 0; i < numArr.length; i++) {

let dividerCount = 0;

for (let j = 1; j <= numArr[i]; j++) {

if (numArr[i] % j === 0) {

dividerCount++;

}

}if (dividerCount === 2) {

sum += numArr[i];

}

}

return sum;

}

console.log(sumPrimes(10));

Find the smallest common multiple of the provided parameters that can be evenly divided by both, as well as by all sequential numbers in the range between these parameters.

The range will be an array of two numbers that will not necessarily be in numerical order.

For example, if given 1 and 3, find the smallest common multiple of both 1 and 3 that is also evenly divisible by all numbers between 1 and 3. The answer here would be 6.

function smallestCommons(arr) {

let lowerNum;

let higherNum;

let numbersArray = [];

if (arr[0] < arr[1]) {

lowerNum = arr[0];

higherNum = arr[1];

} else if (arr[0] > arr[1]) {

lowerNum = arr[1];

higherNum = arr[0];

}

// Add all numbers between the range to an array

for (let i = lowerNum + 1; i < higherNum; i++) {

numbersArray.push(i);

}

//Infinite for loop (until a condition is met and i is returned)

for (let i = 1;;i++) {

if (i % lowerNum === 0 && i % higherNum === 0) {

let remainder = 0;

for (let j = 0; j < numbersArray.length; j++) {

remainder += (i%numbersArray[j]);

}

if (remainder === 0) {

return i;

}

}

}

}

smallestCommons([1,3]);

Given the array arr, iterate through and remove each element starting from the first element (the 0 index) until the function func returns true when the iterated element is passed through it.

Then return the rest of the array once the condition is satisfied, otherwise, arr should be returned as an empty array.

function dropElements(arr, func) {

let arrCopy = [...arr];

for (let i = 0; i < arr.length; i++) {

if (func(arr[i]) === true) {

return arrCopy;

} else {

arrCopy.shift();

}

}

return arrCopy;

}

console.log(dropElements([1, 2, 3], function(n) {return n < 3;}));

Flatten a nested array. You must account for varying levels of nesting.

function steamrollArray(arr) {

let flatArr = [];

for(let i = 0; i < arr.length; i++) {

if(Array.isArray(arr[i])) {

flatArr.push(...steamrollArray(arr[i]));

} else {

flatArr.push(arr[i]);

}

}

return flatArr;

}

steamrollArray([1, [2], [3, [[4]]]]);